**1. INTRO A JAVA EE**

**Java Enterprise Edition** (**Java** **EE**) è un insieme di tecnologie integrate, con l’obiettivo di ridurre il costo e la complessità di sviluppare e gestire applicazioni basate su un’architettura multi-tier, dove tra i client (front end) e i dati (back end) vengono posti alcuni livelli. Java EE introduce la logica a componenti, quali sono unità di software categorizzabili come componenti client, web e business. Introduce una serie di nuove funzioni, tra le quali la **Context** **and** **Dependency** **Injection** (**CDI**), la quale permette l’iniezione automatica di risorse. Vengono introdotti i **containers**, i quali provvedono determinati servizi ai componenti del sistema, come la gestione del ciclo di vita, dependency injection, concorrenza ed altro.

**1.1 LIVELLI DI JAVA EE**

Abbiamo già preannunciato l’architettura di Java EE definendola **multi-tier**. I tier che introduce sono i seguenti:

* un tier di presentazione client (browser web o client applicativo);
* un tier HTTP server (Web server / Web container) che fornisce l’assemblaggio delle informazioni fornite dall’applicazione mediante determinate tecnologie come JSP, Servlet, ecc.;
* un tier server di logica di business (server applicazione / EJB container);
* un ultimo tier per l’accesso ai dati (Database container).

I tier vengono accomunati come unico tier, detto anche middle-layer o middle-tier.

**1.2 COMPONENTI**

Java EE definisce quattro tipologie:

* **Applets**, sono applicazioni con GUI che vengono eseguite nel web browser;
* **Applicazioni**, sono programmi eseguiti su un client che sfruttano principalmente il middle- tier;
* **Applicazioni Web**, sono programmi fatti di servlet, filtri, listener, pagine JSP, ecc.; tali programmi vengono eseguiti in un web container e rispondono ad http requests da parte dei web client;
* **Applicazioni Enterprise**, sono programmi fatti di EJB (Enterprise Java Beans), Java Message Service, Java Transaction, ecc.; tali programmi vengono eseguiti in un EJB container e possono essere accessibili sia localmente che in remoto tramite RMI.

**1.3 CONTAINER**

L’infrastruttura di Java EE è partizionata in diversi domini denominati **container**, i quali offrono servizi alle componenti supportate (sicurezza, accesso al database, transazioni, servizio di naming, resource injection) incrementando la modularità che il sistema offre.

Ogni tipologia di container gestisce determinate tipologie di componenti. Java EE definisce quattro tipi di container:

|  |  |
| --- | --- |
| 1. **Applet** **container**, fornisce un ambiente in cui vengono delineati i limiti nel quale deve essere eseguito il codice; 2. **Application client container**, include molteplici classi Java, librerie ed altri file per gestire la sicurezza, il servizio di naming, ecc. Tale container comunica con il container EJB utilizzando RMI-IIOP, mentre con il web container utilizzando HTTP; 3. **Web container**, adatto al managing e all’esecuzione di componenti web come servlets, JSPs, filtri, listeners, ecc. Tale container è responsabile riguardo l’istanziazione, l’inizializzazione e l’invocazione delle servlets, utilizzando HTTP; 4. **EJB container**, adatto al managing e all’esecuzione degli Enterprise beans: crea nuove istanze di determinati EJBs, ne gestisce il loro ciclo di vita, provvede servizi e la possibilità di essere invocati asincronamente. Addirittura, in tale container non è il programmatore ad utilizzare la keyword new, siccome ciò viene effettuato dal container.   Nei container vengono mostrati i componenti supportati, mentre le frecce che collegano i container mostrano i protocolli che utilizzano per comunicare tra loro. |  |

**1.4 SERVIZI**

I container provvedono determinati servizi alle componenti gestite, permettendo al programmatore di concentrarsi sul codice di business invece di risolvere problemi tecnici rilegati alle applicazioni enterprise. Vediamo ora i servizi offerti dai container: ovviamente ogni container offre determinati servizi, quindi il fatto che vediamo tutti i servizi non implica il fatto che ogni container offra ogni servizio.

|  |  |
| --- | --- |
| * JTA – Java Transaction API: permette l’utilizzo delle transazioni, cioè serie di istruzioni le quali vengono eseguite tutte o nessuna; * JPA – Java Persistence API: permette di rendere persistenti determinati dati e permette l’esecuzione delle query tramite Java Persistente Query Language (JPQL), in modo da gestire oggetti posti in un database; * JMS – Java Message Service: permette alle componenti di comunicare tra loro asincronamente tramite messaggi; * Naming: permette di associare e trovare oggetti tramite operazione di lookup. Tale servizio viene utilizzato anche tramite iniezione, ma in maniera trasparente; * JavaMail: permette all’applicazione di mandare email; * XML processing: effettua la manipolazione di codice XML; * JSON processing: effettua la manipolazione di codice JSON; * Servizi di sicurezza; * Web services; * Dependency Injection (DI); * Deployment. |  |

**1.5 PACKAGING**

Per esser deployati in un container, i componenti devono essere impacchettati in determinati archivi, il cui formato dipenderà dal container che gestisce quel determinato tipo di componente.

**1.6 ANNOTAZIONI**

È bene sapere che esistono due tipi di approccio alla programmazione, l’approccio imperativo, che tende a specificare l’algoritmo che risolve un determinato problema, e l’approccio dichiarativo, che tende a specificare come deve essere risolto un determinato problema. In Java EE, l’approccio dichiarativo utilizza metadati, **annotazioni** e deployment descriptors.

**2. CONTEXT AND DEPENDENCY INJECTION (CDI)**

La prima versione di Java EE introduceva il concetto di **inversion of control** (**IoC**), il quale consisteva nel fatto che il container avesse predo controllo del codice di business e che avesse provvisto diversi servizi tecnici, come transazioni o gestione della sicurezza. Il fatto che il container prenda controllo sta nel fatto che gestisca egli stesso il ciclo di vita delle componenti, che gestisca la dependency injection e la configurazione delle componenti. In Java EE 6 è stata introdotta la **Context and Dependency Injection** (**CDI**), la quale permette ai managed bean (bean gestiti dal container) di essere iniettabili, intercettabili e, appunto, gestibili. CDI è stata creata con lo scopo di assicurare *basso accoppiamento* e *forte tipizzazione* (loose coupling, strong typing).

**2.1 PANORAMICA SUI BEAN**

Mentre Java SE possiede solamente i Java Bean, Java EE possiede gli **Enterprise Java Bean** (**EJB**), che non sono gli unici componenti offerti da Java EE, difatti si hanno altri componenti come le servlet, web services, entità e managed bean. È bene sapere che i normali Java Bean offerti da Java SE sono detti **POJO** in Java EE (**Plain Old Java Object**) e seguono un determinato pattern che consiste in convenzioni per proprietà e costruttori. Anche altri componenti di Java EE seguono precisi pattern, ma con la differenza che vengono eseguiti in un container e usufruiscono di determinati servizi: tali componenti vengono detti **managed bean**, che sono bean gestiti dal container che supportano solo determinati servizi, quali la resource injection, la gestione del ciclo di vita e l’intercezione. Tali bean possono essere visti come una generalizzazione delle diverse componenti di Java EE, ad esempio un EJB può esser visto come un managed bean con servizi aggiuntivi. I CDI bean sono una categoria di managed bean con un ciclo di vita migliorato per oggetti con uno stato (*stateful objects*), sono legati ad un contesto ben definito, permettono la DI ben tipizzata, l’intercezione e l’uso delle annotazioni. Precisamente, tranne in alcune eccezioni, ogni classe Java con un costruttore di default ed eseguita in un container viene considerata come bean.

**2.2 DEPENDENCY INJECTION (DI)**

La **Dependency Injection** (**DI**) è un design pattern che permette di disaccoppiare componenti dipendenti tra loro. Si utilizza la DI in un ambiente gestito, quindi invece di cercare oggetti tramite servizi di lookup, il container inietta gli oggetti dipendenti in maniera del tutto automatica.

Sostanzialmente il container effettua in automatico il lookup dell’oggetto per poi iniettarlo. È possibile utilizzare JNDI per cercare ed ottenere risorse gestite (vedremo JNDI più avanti, ma sostanzialmente è un servizio che permette di effettuare il lookup di oggetti), ma il container semplifica ciò nascondendo tali operazioni al programmatore. Ciò ha permetto ai programmatori di iniettare determinate risorse in determinati componenti.

**2.3 CICLO DI VITA DI UN CDI BEAN**

|  |  |
| --- | --- |
| Il ciclo di vita di un POJO è: si crea l’istanza utilizzando la keyword “new” ed essa verrà eliminata quando il garbage collector lo riterrà giusto, in modo da liberare memoria. Per i CDI bean, la questione è diversa, se si vuole usare un CDI bean in un container, l’uso della keyword “new” è vietato.  I CDI bean devono essere necessariamente iniettati, quindi il ciclo di vita di tali bean passerà nelle mani del container. Per inizializza un bean, senza richiamare il suo costruttore, il container fornisce delle funzioni chiamate “callback”, nelle quali è possibile effettuare determinate operazioni in determinati momenti. Riguardo il ciclo di vita di un CDI bean o di un managed bean, vengono eseguite due callback: **@PostConstruct** e **@PreDestroy**. |  |

**2.4 SCOPE E CONTESTO**

I CDI bean sono contestuali, quindi hanno uno scope ben definito. Il bean opera entro determinati limiti quali possono essere una request, una sessione, l’intera applicazione, ecc. Il container gestisce tutti i bean posti nel proprio scope e, alla fine della sessione, li distrugge tutti.

**2.5 INTRO AGLI INTERCEPTORS**

|  |  |
| --- | --- |
| Gli **interceptors** vengono utilizzati per interporre invocazioni a metodi di business, ciò permette di riutilizzare con estrema facilità eventuale codice ripetuto, magari, molteplici volte. Sostanzialmente, quindi, è possibile intercettare l’esecuzione di un managed bean per eseguire un interceptor. |  |

**2.6 INTRO AL DEPLOYMENT DESCRIPTOR**

La specifica di Java EE ha un **deployment descriptor** in XML opzionale, descrive come un componente, un modulo o un’applicazione dovrebbe essere configurata. Con CDI, il deployment descriptor viene chiamato ***beans.xml*** ed è obbligatorio il suo utilizzo, tale file non fa altro che attivare CDI.

**2.7 INTRO ALLA PRATICA SUI CDI BEAN**

Un **CDI bean** non è altro che una classe Java contenente logica di business. I CDI bean non possono essere istanziati tramite keyword “new”, quindi è necessario utilizzare l’iniezione che viene eseguita tramite apposita annotazione **@Inject**, tutto ciò che è eseguibile su tali bean. Partiamo, però, con l’anatomia di un CDI bean, in modo da sapere com’è fatto in precisione, per poi passare al come funziona l’iniezione.

**2.8 ANATOMIA DI UN CDI BEAN**

Per essere trattata come CDI bean, una classe Java deve soddisfare le seguenti condizioni:

* Non deve essere una classe interna;
* Deve essere una classe concreta o annotata con @Decorator;
* Deve avere un costruttore di default senza alcun parametro (non deve essere per forza l’unico costruttore della classe);
* Non deve implementare il metodo finalize.

**2.9 DEPENDENCY INJECTION COI CDI BEAN**

Vediamo come funziona la **Dependency Injection** nella pratica con i CDI bean. Poniamo di avere una classe BookService, la quale fa uso di un generatore di codici ISBN.

|  |  |
| --- | --- |
| La classe BookService fa utilizzo di un generatore IsbnGenerator: in tal modo, l’accoppiamento è decisamente alto siccome la classe BookService dipende dall’utilizzo di IsbnGenerator.  Ciò è un problema, siccome un eventuale cambiamento della classe IsbnGenerator dovrebbe essere riportato anche in BookService.  Il problema si capirebbe meglio nel caso si voglia utilizzare un generatore di ISSN invece del generatore di ISBN, si dovrebbe cambiare la classe utilizzata in BookService a causa della dipendenza dovuta dall’alto accoppiamento. |  |

Una soluzione riguarda il passaggio di un generatore al costruttore che implementi un’interfaccia comune, ma se il generatore di ISBN e l’ISSN implementano entrambi NumberGenerator, il problema è risolto ma c’è comunque dipendenza a causa dell’interfaccia, si ricorre all’iniezione.

**2.9.1 INIEZIONE TRAMITE @Inject**

In un ambiente gestito non è necessario costruire dipendenze, ma è possibile lasciare tale compito al container evitando l’alto accoppiamento.

La **dependency injection** è l’abilità di iniettare bean in un modo che assicuri forte tipizzazione. Con CDI è possibile iniettare qualsiasi risorsa tramite l’annotazione **@Inject**. Nel seguente esempio il container inietta un oggetto che implementi NumberGenerator, la variabile iniettata viene denominata come **injection point**. L’annotazione **@Inject**, quindi, definisce un **injection point** che viene iniettato durante l’istanziazione del bean. L’iniezione può avvenire in tre modi differenti: tramite proprietà, metodo setter e costruttore.

|  |  |  |  |
| --- | --- | --- | --- |
| Nell’esempio utilizzante la @Inject viene mostrata l’iniezione tramite ***proprietà***: |  | | |
| L’iniezione tramite ***metodo*** setter funziona nel seguente modo: viene annotato il metodo setter e viene iniettato il parametro passato come argomento. Il container provvederà all’iniezione di un NumberGenerator al metodo setter: | |  | |
| L’iniezione tramite ***costruttore***, invece, permette di iniettare un bean come parametro del costruttore: | | |  |

Nei modi appena visti, viene iniettato un oggetto che rappresenta un’implementazione di NumberGenerator: precisamente, però, quale delle tante? Ebbene, è possibile iniettare solo se presente un’unica implementazione dell’interfaccia. L’iniezione viene detta **default injection** (iniezione di default).

È bene precisare il fatto che si possono avere più implementazioni della stessa interfaccia, cambierà il modo con cui viene effettuata l’iniezione, ma tra le molteplici implementazioni è possibile specificarne una di default.

Ricapitolando: se esiste un’unica implementazione dell’interfaccia, allora quell’unica implementazione viene detta di default, se esistono molteplici implementazioni dell’interfaccia, una di queste può essere specificata come default. Ovviamente, nel caso si voglia iniettare un’implementazione di default, è necessario specificarlo tramite apposita annotazione.

|  |  |
| --- | --- |
| Specifica dell’implementazione di default: |  |
| Iniezione dell’implementazione di default: |  |
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**2.9.2 QUALIFICATORI (PER SPECIFICARE L’IMPLEMENTAZIONE)**

Il controllo della presenza di un’implementazione iniettabile viene fatto a tempo di inizializzazione, quindi viene controllato ogni injection point esistente. Ciò significa che nel caso non esista alcuna implementazione dell’interfaccia, il container ci informerà riguardo la mancanza di essa. Nel caso,

invece, esista un’unica implementazione, sarà possibile effettuare l’iniezione tramite l’annotazione @Default.

Nel caso esistano molteplici implementazioni della stessa interfaccia, il container ci informerebbe riguardo la dipendenza ambigua siccome non saprebbe quale implementazione dell’interfaccia scegliere. È possibile specificare quale implementazione si preferisce utilizzare tramite i **qualificatori**, i quali precisano l’iniezione effettuata.

I **qualificatori** sono annotazioni che non fanno altro che mantenere la tipizzazione forte. Il seguente schema spiega come funzionano i qualificatori:
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Il qualificatore è un’annotazione definita dal programmatore e specifica un tipo associato ad un’implementazione. È utile quando si hanno molteplici implementazioni della stessa interfaccia.

Si supponga di avere due implementazioni dell’interfaccia NumberGenerator: IsbnGenerator e IssnGenerator. Quando si effettua l’iniezione, il container non sa quale delle due implementazioni iniettare. Si specificano tanti qualificatori quante sono le implementazioni di quell’interfaccia.

|  |  |  |
| --- | --- | --- |
| Nel seguente modo viene specificato un qualificatore denominato come ThirteenDigits:  Si specifica, ovviamente, nello stesso modo anche EightDigits.  Il qualificatore ThirteenDigits, alla scelta dell’implementazione da iniettare, suggerirà l’utilizzo di IsbnGenerator, mentre il qualificatore EightDigits suggerirà l’utilizzo di IssnGenerator. | |  |
| A tal punto, quindi, si specifica che le implementazioni faranno riferimento a tali qualificatori semplicemente utilizzandoli come annotazioni alle classi: | |  |
| Al momento dell’iniezione, quindi, va specificato quale implementazione iniettare: |  | |

Ecco perché si dice che CDI utilizza forte tipizzazione: è possibile rinominare l’implementazione a proprio piacere, cambiarla o farci quello che si vuole, ma l’injection point non cambierà, assicurando basso accoppiamento. L’utilizzo di molteplici qualificatori, però, rende il codice più complesso e meno leggibile: si ricorre, quindi, ai qualificatori con membri.

È importante, comunque, specificare che una classe può essere comunque contraddistinta da molteplici qualificatori e non solamente da uno. Se una classe è contraddistinta da molteplici qualificatori, allora per essere iniettata dovranno essere utilizzati altrettanti qualificatori.

**2.9.3 QUALIFICATORI CON MEMBRI**

Ogni volta in cui c’è da scegliere una tra le molteplici implementazioni di un’interfaccia, è necessario l’utilizzo dei **qualificatori**. Come già visto, nel caso si vogliano distinguere molteplici implementazioni sarebbe necessario creare annotazioni extra (ad esempio @TwoDigits, @EightDigits, @TenDigits), rendendo il codice meno leggibile. È possibile evitare la creazione di un gran numero di annotazioni tramite i membri, i quali sono parametri che permettono di specificare quale implementazione utilizzare.

|  |  |
| --- | --- |
| La seguente interfaccia NumberDigits permette tramite un membro denominato number di specificare quante cifre utilizza quell’implementazione, quindi le consente di contraddistinguersi dalle altre tramite un semplice parametro. |  |

È di semplice utilizzo ed evita che si creino molteplici qualificatori inutilmente, quando poi è possibile utilizzare lo stesso per effettuare una maggiore contraddistinzione tramite dei semplici parametri. In questo esempio viene mostrato l’utilizzo di un solo parametro, ma è bene sapere che è possibile utilizzare quanti parametri si vogliano.

|  |  |  |
| --- | --- | --- |
| Vediamo ora come viene utilizzata l’annotazione sulla classe per categorizzarla con tale qualificatore.  Oppure: | |  |
|  | |  |
| La differenza circa il normale utilizzo è veramente minima, se non semplificata. |  | |

**2.9.4 PRODUCERS (INIEZIONE DI TIPI PRIMITIVI E POJO)**

Abbiamo visto come iniettare CDI bean in semplici variabili. È, inoltre, possibile iniettare tipi primitivi e POJO, ciò è reso possibile dai **producers**.

Se non fosse per i producers, non sarebbe possibile iniettare classi come Date e String, perché nel package in cui sono situate non è presente il deployment descriptor beans.xml, se beans.xml non è presente, allora CDI non sarà attivo e gli oggetti non saranno trattati come beans, di conseguenza, non saranno nemmeno iniettabili. L’unico modo per iniettare tali oggetti è tramite l’utilizzo dei **producers**.

Viene stabilita una classe che produca risorse associate ad un qualificatore.

|  |  |  |
| --- | --- | --- |
| Nel seguente esempio, la classe NumberProducer dichiara due variabili private ed un metodo contrassegnati dai qualificatori (non è obbligatorio il loro utilizzo). I qualificatori utilizzati per “differenziare” tali variabili o metodi devono essere vuoti, quindi devono essere interfacce che non forniscano metodi. Sono qualificatori vuoti, atti solamente a differenziare la risorsa. In tal caso, se si inietta una stringa utilizzando l’annotazione @ThirteenDigits, si inietterà l’apposita risorsa stringa contrassegnata con tale annotazione nel momento della dichiarazione, quindi in questo caso verrà iniettato prefix13digits.  Notiamo che la stessa annotazione può essere utilizzata per la dichiarazione di molteplici risorse, si inietterà la risorsa che corrisponderà al tipo richiesto: se si richiede l’iniezione di una stringa con annotazione @ThirteenDigits, allora si otterrà la stringa dichiarata con tale annotazione. Come detto, però, l’iniezione di tipi primitivi è resa possibile tramite producers, quindi si utilizza anche l’annotazione @Produces, oltre all’annotazione per distinguere la risorsa. | |  |
| Vediamo ora la classe IsbnGenerator che, a differenza dei precedenti esempi, conterrà variabili di istanza che verranno iniettate al momento dell’istanziazione, tali variabili sono tipi primitivi, quindi vengono iniettati grazie ai producers. Ovviamente, al momento dell’iniezione, per capire a quale stringa/intero/ecc si fa riferimento, si specifica il qualificatore che annota l’oggetto da iniettare al momento della sua dichiarazione. |  | |

**2.10 CONTESTO (SCOPE) E ANNOTAZIONI**

Ogni CDI Bean ha un ciclo di vita rilegato ad un determinato contesto. In CDI, un bean è legato e rimane in tale contesto finché non viene distrutto dal container. Non esiste alcun modo per rimuovere manualmente un bean dal contesto, può esser rimosso solamente dal container.

CDI definisce alcuni contesti (detti anche scope):

* + - **Application** **scope** (**@ApplicationScoped**): si estende per tutta la durata dell’applicazione. Il bean da utilizzare viene creato una sola volta durante l’intera applicazione e viene eliminato dal container quando l’applicazione si conclude. Questo scope è utile per le classi “helper”, cioè per oggetti che conservano dati condivisi dall’intera applicazione;
    - **Session** **scope** (**@SessionScoped**): si estende tra diverse richieste http o tra diversi metodi utilizzati per la sessione di un singolo utente. Il bean da utilizzare viene creato per la sessione HTTP e viene eliminato quando la sessione scade. Utile, appunto, per oggetti che necessitano di essere nella sessione, come le credenziali di login;
* **Request** **scope** (**@RequestScoped**): corrisponde ad una singola richiesta HTTP o ad una singola invocazione di un metodo. Il bean da utilizzare viene creato per la durata dell’invocazione del metodo e viene eliminato quando l’invocazione si conclude. Viene utilizzato quando i bean hanno necessità di esistere per la durata di una request HTTP;
  + - **Conversation** **Scope** (**@ConversationScoped**): si estende tra diverse invocazioni di metodi, precisamente da una determinata invocazione ad un’altra (vengono dette starting ed ending point);
    - **Dependent** **pseudo-scope** (**@Dependent**): un bean viene creato ogni volta che viene iniettato e il suo riferimento viene rimosso quando il target dell’iniezione viene rimosso. Questo è lo scope di default per CDI.

|  |  |
| --- | --- |
| Vediamo un semplice esempio nel quale viene applicata l’annotazione per il contesto. |  |

Va data, però, particolare attenzione al **Conversation Scope**, siccome viene utilizzato tramite uno starting point e un ending point, si inietta un oggetto Conversation tramite semplice @Inject, il quale verrà utilizzato per eseguire i metodi definiti nell’intervallo dei due punti, i quali sono definiti tramite appositi metodi begin() ed end() di tale oggetto iniettato.

**2.11 INTERCEPTOR**

Gli **interceptor** permettono di aggiungere funzionalità ai nostri CDI bean, quando un client invoca un metodo su un CDI bean, su un EJB, ecc, il container intercetta la chiamata al metodo ed esegue l’interceptor, quindi le funzionalità aggiuntive, prima dell’esecuzione dell’invocazione.

Esistono quattro tipi di interceptor:

* **Constructor-level interceptor** (**@AroundConstruct**): interceptor eseguito all’utilizzo del costruttore della classe target;
* **Method-level interceptor** (**@AroundInvoke**): interceptor eseguito all’utilizzo di un metodo della classe target;
  + - **Timeout method interceptor** (**@AroundTimeout**): interceptor che si interpongono tra metodi di timeout;
    - **Life-cycle callback interceptor** (**@PostConstruct** e **@PreDestroy**): interceptor che si interpongono tra gli eventi del ciclo di vita del bean target.

È bene sapere che gli interceptor hanno un proprio scope, quindi vengono a loro volta suddivisi in tre categorie circa il loro utilizzo:

* + - **Target class interceptor**: l’interceptor è disponibile e viene eseguito solo nella classe in cui è dichiarato, quindi solamente nella classe target (quindi lo scope è locale per la classe in cui l’interceptor è dichiarato);
* **Class interceptor**: l’interceptor viene isolato in una classe di supporto e viene utilizzato da altre classi specificando la classe di supporto in apposita annotazione (quindi lo scope è locale ed esterno alla classe in cui l’interceptor è dichiarato);
  + - **Life-Cycle interceptor**: riguarda i callback del ciclo di vita dei bean. Il callback viene visto come interceptor (effettivamente un callback è un interceptor) e viene richiamato nel momento adatto nel ciclo di vita del bean. Tali interceptor sono, però, isolati in una classe di supporto.

Se non fosse ancora chiaro, gli interceptor non sono altro che metodi eseguibili in determinati situazioni o eventi: come visto, possono essere eseguiti prima dell’esecuzione del costruttore, prima dell’invocazione di un metodo, durante il ciclo di vita, ecc.

I metodi candidati ad essere interceptor devono rispettare le seguenti regole:

* Il metodo non deve essere static o final;
* Il metodo deve avere un parametro InvocationContext e deve ritornare Object e non una precisa classe (è possibile non ritornare nulla, rendendo il metodo void);
* Il metodo deve poter lanciare una checked exception.

L’oggetto InvocationContext permette agli interceptor di controllare il comportamento della catena di invocazioni: se molteplici interceptor sono concatenati tra loro tramite un’invocazione, viene passata la stessa istanza di InvocationContext, la quale permette di gestire determinati dati tra i diversi interceptor.

***Esempio di target class interceptor***

|  |  |
| --- | --- |
| Vediamo ora un esempio di **target class interceptor**:  Viene specificato un method-level interceptor, il quale verrà eseguito prima di ogni esecuzione di ogni chiamata a metodo appartenente alla classe in cui tale interceptor è dichiarato. |  |

***Esempio di class interceptor***

Vediamo ora un esempio di **class interceptor**: viene creata una classe contenente quanti interceptor si vogliano (in tal caso ne conterrà uno solo), i quali verranno utilizzati da classi esterne. In tale esempio dichiariamo una classe contenente un interceptor che viene eseguito all’invocazione di un determinato metodo di una classe esterna.

|  |  |  |  |
| --- | --- | --- | --- |
| Qui vediamo la dichiarazione della classe contenente il metodo interceptor: |  | | |
| Per utilizzare l’interceptor dichiarato nella classe esterna, bisogna utilizzare l’annotazione **@Interceptors(…)**, la quale specifica la classe dalla quale andare a ricavare gli interceptor.  Il seguente esempio mostra come è possibile richiamare gli interceptor su un solo e specifico metodo, facendo in modo che l’annotazione faccia riferimento ad un unico metodo. | |  |
| Il seguente esempio, invece, mostra come è possibile richiamare gli interceptor su qualsiasi metodo della classe: | |  |

È possibile escludere l’esecuzione dell’interceptor da determinati metodi tramite l’utilizzo dell’annotazione **@ExcludeClassInterceptors**.

Altra nota riguarda l’utilizzo di molteplici class interceptor, è possibile includere molteplici classi tramite l’annotazione @Interceptors(…), utilizzando la seguente sintassi: **@Interceptors({C1.class, C2.class, …})**.

L’utilizzo di tale sintassi permette di definire una determinata priorità per gli interceptor, definendo quale venga eseguito per primo e quale dopo.

***Interceptor nel Deployment Descriptor***

|  |  |
| --- | --- |
| Gli interceptor sono disabilitati di default e necessitano di essere abilitati utilizzando il deployment descriptor beans.xml. |  |

**2.11.1 INTERCEPTOR BINDING**

Precedentemente abbiamo visto come funzionano gli interceptor, specificando la classe in cui sono dichiarati per poterli usare: ciò non offre basso accoppiamento, siccome si necessita di specificare una determinata classe. Di conseguenza CDI offre l’**interceptor binding**, il quale introduce l’utilizzo di annotazioni definite dal programmatore che facciano riferimento alla classe contenente gli interceptor, in modo da offrire basso accoppiamento.

|  |  |  |  |
| --- | --- | --- | --- |
| L’annotazione personalizzata interceptor binding viene creata nel seguente modo: | |  | |
| Ottenuta quindi l’annotazione personalizzata, la si applica alla classe contenente gli interceptor preceduta dall’annotazione @Interceptor. |  | | |
| Fatto ciò, si applica l’interceptor binding (precisamente, solamente l’annotazione personalizzata) ai metodi o alla classe i cui metodi verranno preceduti dall’esecuzione dell’interceptor. | | |  |

Notiamo che tale definizione non regola quale interceptor viene eseguito prima dell’altro, quindi non definisce in qualche modo una priorità tra interceptor, è possibile definirla manualmente tramite apposita annotazione **@Priority(p)**, dove p è un intero che indica la priorità. Gli interceptor con priorità p minore vengono eseguiti prima.

**2.12 EVENTI**

Gli **eventi** sono un qualcosa di astratto, definiscono quando succede qualcosa e sono gestibili: seguono il pattern Observer della Gang of Four.

I bean possono definire eventi, lanciarli (viene detto “*fire*”) e gestirli. Nell’ambito degli eventi abbiamo due attori: l’event producer, che definisce e lancia eventi, e l’observer, che osserva il comportamento degli eventi e li gestisce.

|  |  |
| --- | --- |
| Nel seguente esempio definiamo un event producer, quindi una classe in grado di definire e lanciare eventi. |  |

La gestione dell’evento lanciato passa all’observer, il quale è un semplice bean con metodi riguardanti la gestione degli eventi, ognuno di questi metodi richiede uno specifico parametro annotato con **@Observes** ed eventuali qualificatori.

Ciò fa in modo che il metodo venga notificato di un evento, controllando se il tipo di oggetto contenuto dall’evento coincida col parametro annotato.

|  |  |
| --- | --- |
| Vediamo un esempio di observer: |  |

L’observer BookContainer contiene un metodo di gestione degli eventi addBook, riconoscibile dal fatto che abbia come parametro un oggetto annotato con **@Observes**.

È possibile applicare qualificatori agli eventi, in modo da poter distinguere gli eventi da altri eventi dello stesso tipo.

|  |  |  |
| --- | --- | --- |
| Nel seguente esempio, grazie ai qualificatori, dichiariamo un evento lanciabile quando un libro viene creato ed un evento lanciabile quando un libro viene eliminato. Il qualificatore, in realtà, non serve tanto al lancio degli eventi, bensì serve alla loro gestione siccome, altrimenti, con la semplice annotazione @Observes si gestirebbe qualsiasi evento contenente un oggetto Book. Ciò implica che l’utilizzo dei qualificatori non renderà più unico il controllo del tipo. |  | |
| Dopo questo esempio riguardante la dichiarazione degli eventi e il loro lancio, vediamo anche l’esempio in cui essi vengono gestiti tramite qualificatori. | |  |

**3. JAVA PERSISTENCE API (JPA)**

Sappiamo bene che le applicazioni sono fatte di logica di business (logica di elaborazione che rende operativa un’applicazione), interazioni con altri sistemi, interfacce e dati. Soffermandoci sui dati, sappiamo che per la loro manipolazione è necessario che i dati siano conservati in un database, nel quale possono essere anche ripresi ed analizzati. I database conservano dati, fungendo da punto centrale alle applicazioni, e processano dati.

Nei database relazionali i dati sono conservati in tabelle composte da righe e colonne e sono distinti tra loro da chiavi primarie (primary key, PK), mentre sono collegati tra loro tramite chiavi esterne (foreign key, FK). Gli oggetti Java non rientrano in database relazionali siccome si dovrebbero manipolare istanze di classi e non dati. Certo, sarebbe possibile estrarre i dati dalle istanze, ma questo è un altro discorso. Il problema è che i database relazionali non possono trattare determinate cose come istanze di oggetti, interfacce, classi astratte, annotazioni, metodi, attributi, ecc.

Quel che abbiamo visto non implica il fatto che non esista alcun modo per rendere tali dati persistenti. Innanzitutto, i dati persistenti sono dati conservabili permanentemente su memorie magnetiche, memorie flash, ecc. Detto ciò, introduciamo l’**Object Relational Mapping** (**ORM**), fornito da JPA, il quale interfaccia il mondo dei database al mondo degli oggetti. In realtà di ORM ne vedremo solamente il suo funzionamento in maniera estremamente generale: ci concentreremo in particolare sull’utilizzo delle query e sulla Persistence Unit.

**3.1 INTRO ALLE ENTITÀ**

Quando si parla di oggetti in relazione ai database, sarebbe più corretto utilizzare il termine “entità” anziché “oggetto”. Gli oggetti sono istanze che vivono temporaneamente in memoria, mentre le entità sono istanze che possono essere rese persistenti nel database. È possibile rendere persistente un’entità, rimuoverla dal database o effettuare una query su di essa utilizzando il linguaggio **JPQL** (**Java Persistence Query Language**).

Un’entità, sostanzialmente, è un normalissimo POJO, quindi dovrà essere dichiarata, istanziata e utilizzata come qualsiasi altra classe Java. Ovviamente l’entità, come qualsiasi altra classe Java, avrà un suo stato e le sue caratteristiche saranno manipolabili tramite getter e setter.

**3.2 ANATOMIA DI UN’ENTITÀ**

|  |  |
| --- | --- |
| Per essere entità, una classe deve essere annotata con **@Entity**, la quale annotazione permette al gestore della persistenza di riconoscere tale classe come classe persistente e non come semplice POJO.  Inoltre, un’entità deve possedere un identificativo, il quale distingue l’entità dalle altre.  Questo identificativo è specificabile tramite l’annotazione **@Id** e raffigura la primary key dell’entità. |  |

In sostanza un’entità, per essere tale, deve seguire le seguenti regole:

* + - La classe dell’entità deve essere annotata da @Entity;
    - L’entità deve possedere un identificativo, dichiarabile con @Id;
    - L’entità deve possedere un costruttore vuoto senza alcun argomento. Ciò non implica il fatto che non possano esserci altri costruttori;
    - L’entità non può essere un’enumerazione o un’interfaccia;
    - La classe dell’entità non deve essere final, come nessun suo metodo o variabile;
    - Se l’istanza dell’entità viene passata per valore come oggetto detached, la classe dell’entità deve implementare Serializable.

**3.3 OBJECT RELATIONAL MAPPING (ORM)**

Il principio di **ORM** è quello di delegare a tools o framework esterni (nel nostro caso di JPA) il compito di creare una corrispondenza tra oggetti e database. Di norma, è possibile estrarre i dati dagli oggetti per poi salvarli nelle tabelle dei database relazionali, ma nel caso si vogliano salvare le entità al posto delle tabelle, JPA mappa gli oggetti nel database tramite annotazioni e descrittori XML (XML descriptors). Senza alcuna annotazione, l’entità verrebbe trattata come un normale POJO e non sarebbe adatta ad un database, per cambiare tale comportamento, si annota la classe con **@Entity**, rendendola persistente e adatta ad un database.

Una semplice annotazione stravolge il comportamento che avrebbe il gestore della persistenza verso tale oggetto. Altro esempio è l’annotazione **@Id**, dove un attributo viene reso chiave primaria dell’entità.

Tali cambiamenti raffigurano l’approccio “**configuration-by-exception**”, cioè vengono fatti dei cambiamenti alle regole di mapping di default:

* + - Il nome dell’entità rappresenta il nome della tabella nel database relazionale. Se si vuole mappare l’entità in un’altra tabella, è necessario utilizzare l’annotazione **@Table**;
    - I nomi degli attributi rappresentano i nomi delle colonne. Se si vuole il comportamento di default, basta utilizzare l’annotazione **@Column**.

Esistono ovviamente tante altre regole, ma ne abbiamo viste solo un paio in modo da renderci conto di come un’annotazione possa cambiare le regole di mapping di default.

**3.4 INTRO ALLE QUERY E ALL’ENTITY MANAGER**

JPA permette di mappare le entità in database e di effettuare query su entità e le loro relazioni secondo diversi criteri, trattando tutto ciò con un approccio object-oriented, senza avere a che fare con righe e colonne. Tali query utilizzano JPQL, il quale è molto simile al normale SQL, con la differenza che la sua sintassi tratta oggetti e utilizza la notazione con il punto ( . ) per trattare attributi.

*SELECT b FROM Book WHERE b.title = “H2G2”*

Come ben vediamo non si trattano più le colonne delle tabelle, bensì si ricavano gli oggetti e si trattano gli attributi.

|  |  |
| --- | --- |
| Le query JPQL possono essere create dinamicamente a runtime o staticamente a tempo di compilazione. Il seguente esempio mostra la query statica, cioè la **named query**. |  |

Il responsabile della gestione delle entità è l’Entity Manager. Il suo ruolo è quello di gestire le entità secondo le operazioni CRUD (Create, Read, Update, Delete) utilizzando JPQL. È definibile come un’interfaccia da utilizzare per la gestione delle entità, la cui implementazione è fornita dal gestore della persistenza. In poche parole, l’Entity Manager rende persistenti le entità, le aggiorna e le rimuove dal database, inoltre, può effettuare query sulle entità utilizzando JPQL.

|  |  |  |
| --- | --- | --- |
| L’Entity Manager è ottenibile tramite un factory, come vediamo nel seguente codice. |  | |
| Essendo le query eseguibili solamente dall’Entity Manager, si necessita forzatamente di esso quando si parla di persistenza.  Lo scopo dell’esempio è quello di mostrare come un libro viene salvato e ripreso dal database. Avendo un oggetto Book (il quale è un’entità, quindi annotato con @Entity), lo si vuole salvare nel database e, dopo il salvataggio, riprenderlo.  Per fare ciò sappiamo che è necessario l’Entity Manager, il quale è ricavabile da apposito factory. Ottenuto l’Entity Manager, si apre una transazione in cui si rende persistente l’oggetto, tramite il metodo persist, si salva l’oggetto nel database, quindi viene reso persistente. Fatto ciò, si vuole riprendere l’oggetto dal database, quindi si esegue la named query, la si crea tramite apposito metodo e la si esegue facendosi restituire il risultato. Fatto ciò, chiudiamo l’Entity Manager ed il suo factory. | |  |

**3.5 PERSISTENCE UNIT**

|  |  |
| --- | --- |
| La **Persistence Unit** (**PU**) indica all’Entity Manager il tipo di database da utilizzare e i parametri di connessione, definiti nel file persistence.xml posto nella cartella META-INF. |  |
| È bene sapere che l’ambiente in cui si lavora può essere application-managed e container-managed, se application-managed, vanno trascritte nel persistence.xml tutte le informazioni riguardanti il collegamento al database, proprio come nell’esempio appena visto, se container-managed, il discorso cambia siccome non si specificano più le informazioni riguardanti il collegamento, bensì si specifica il data source (il quale serve per collegarsi al database). Vediamo anche un esempio di persistence.xml per ambienti container-managed. |  |

**3.6 CENNI SUL CICLO DI VITA DELLE ENTITÀ E LE CALLBACKS**

Le entità non sono altro che POJO gestiti dall’Entity Manager, il quale permette di assegnare identificativi alle entità e permette al database di salvarne il loro stato. Nel caso le entità non siano gestite dall’Entity Manager, allora saranno considerate come normalissimi oggetti Java, quindi saranno POJO, e non avranno nulla a che fare con il database.

Quando si crea un’istanza di una determinata classe con l’operatore *new*, essa esisterà in memoria e JPA non saprà nulla riguardo la sua esistenza. Dal momento in cui l’Entity Manager inizia a gestire l’istanza creata, essa verrà mappata nel database e ne verrà sincronizzato il suo stato.

Un’entità può essere resa dall’Entity Manager persistente, aggiornata, rimossa e caricata, tali operazioni corrispondono alle operazioni database di inserimento, aggiornamento, rimozione e selezionamento.

Ogni operazione è caratterizzata da due eventi “pre” e “post” (tranne per il caricamento, il quale possiede solo l’evento “post”): l’evento “pre” si manifesta prima dell’operazione; l’evento “post” si manifesta dopo l’operazione. L’evento manifestante può essere intercettato dall’Entity Manager in modo da poter invocare metodi di business annotati da determinate annotazioni, in base al tipo di operazione che si sta eseguendo, ad esempio, per la resa persistente vengono utilizzate le annotazioni @PrePersist e @PostPersist.

**4. GESTIONE DEGLI OGGETTI PERSISTENTI**

In JPA, il servizio che manipola le entità è l’Entity Manager, il quale crea, trova, rimuove e sincronizza oggetti con il database. Inoltre, l’Entity Manager esegue molteplici tipi di query JPQL, in modo da poter operare con completa libertà sulle entità. JPQL è il linguaggio definito in JPA per effettuare le query su entità conservate nei database. La sintassi di tale linguaggio ricorda SQL, ma con un approccio Object Oriented siccome vengono trattati gli oggetti. Le query non fanno altro che gestire le entità secondo le operazioni CRUD (create, read, update, delete).

**4.1 ENTITY MANAGER**

L’Entity Manager è il pezzo centrale di JPA, gestisce il ciclo di vita delle entità ed esegue le query, trattando le entità nel database. Tale componente di JPA è responsabile riguardo la creazione e la rimozione di entità persistenti (ricordiamo che un’entità è detta persistente se si trova nel database) e riguardo la loro ricerca in base alla loro chiave primaria (ID). Quando un Entity Manager gestisce un’entità, quindi ne ottiene un riferimento ad essa, quest’ultima viene detta “**managed**”, se un’entità non risulta managed, viene detta “**detached**”. La differenza tra un’entità managed ed una detached consiste nella sincronizzazione con il database, la quale avviene solo per le entità managed.

L’Entity Manager è un’interfaccia implementata da un persistence provider, il quale genera ed esegue statements in SQL.

**4.1.1 OTTENERE UN ENTITY MENAGER**

L’**Entity Manager** è un’interfaccia utilizzata per interagire con le entità, ma per essere utilizzata deve essere ottenuta dall’applicazione, il modo in cui viene ottenuta dipende dal tipo di ambiente, il quale può essere gestito dal container o dall’applicazione (container-managed environment, application-managed environment). Ad esempio, nell’ambiente gestito dal container non c’è il bisogno di utilizzo dei metodi commit e rollback, a differenza dell’ambiente gestito dall’applicazione. In sostanza, il tipo di ambiente impatta sulla gestione dell’istanza dell’Entity Manager e sul ciclo di vita.

|  |  |
| --- | --- |
| Nel seguente esempio vediamo come il programmatore è responsabile riguardo la creazione e la chiusura dell’Entity Manager (ciò rientra nella gestione del ciclo di vita di quest’ultimo). |  |
| La creazione di un Entity Manager in un ambiente application-managed è relativamente semplice, ma nel container-managed è un po’ diverso, lo vediamo subito in un esempio: |  |

L’ottenimento dell’Entity Manager in ambienti container-managed consiste nell’utilizzo dell’annotazione **@PersistenceContext** o tramite JNDI lookup. Inoltre, nel container-managed non ci sarà il bisogno di creare o chiudere l’Entity Manager, siccome il suo ciclo di vita è gestito dal container. L’annotazione **@PersistenceContext** richiede come parametro il nome della Persistence Unit.

**4.1.2 ENTITY MENAGED, DETACHED E RELAZIONE CON L’APPARTENENZA AL DATABESE**

Il fatto che un’entità sia **managed** o **detached** non c’entra con la sua appartenenza al database. Il fatto che un’entità appartenga al database non implica che sia **managed** o **detached**.

Un’entità è detta managed se gestita dall’Entity Manager, quindi se ne possiede un riferimento ad essa, nel senso che in una transazione (o in generale) sta operando su di essa. Un’entità è detta detached se non gestita dall’Entity Manager.

|  |  |
| --- | --- |
| Il metodo **persist** non salva l’oggetto nel database, bensì lo rende managed, le entità managed sono raccolte in un insieme detto persistence context, le entità managed vengono salvate nel database solamente quando il persistence context viene svuotato, se un’entità non appartiene al persistence context, essa allora sarà detached. |  |

L’entità *b* viene salvata nel database se la transazione va a buon fine, effettuerà un flush automatico del persistence context, liberandolo di ogni entità e salvandolo nel database. Se la transazione fallisce, viene effettuato un rollback, quindi si ritorna allo stato precedente all’inizio della transazione.

**4.1.3 PERSISTANCE CONTEXT**

Il **persistence context** (contesto di persistenza) può essere visto allo stesso tempo sia come un livello posto tra Entity Manager e database, sia come un insieme di entità gestite dove non compaiono doppioni per identificativi, ad esempio, se esiste un libro con ID pari a 12 nel persistence context, non ne potrà esistere un altro con lo stesso ID. Il persistence context contiene tutte le entità che risultano managed, quindi gestite dall’Entity Manager, i cambiamenti di stato effettuati su tali entità verranno riportati automaticamente nel database. L’Entity Manager, all’invocazione di metodi, consulta ed eventualmente aggiorna il persistence context, ad esempio, se viene chiamato il metodo persist, l’entità passata come argomento dovrà essere aggiunta al persistence context se non esista già al suo interno. Tale controllo viene effettuato, ovviamente, in base all’ID dell’entità.

Il **persistence context** può essere visto come una memoria cache che contiene tutte le entità in attesa di essere inserite nel database, le entità sono conservate in tale spazio di memoria per la durata di una transazione. Conclusa la transazione, viene effettuato un flush sul persistence context e tutte le sue entità vengono riposte nel database. L’annotazione **@PersistenceContext** viene utilizzata per ottenere un Entity Manager in ambienti container-managed, specificando la Persistence Unit da utilizzare, definita nel file persistence.xml posto nella cartella META-INF. Nel persistence.xml devono essere specificate tutte le entità che possono essere gestite nel persistence context. Inoltre, se si parla di ambienti container-managed, deve essere specificato anche il tipo di transazione come JTA (transaction-type=“JTA”).

**4.1.4 RENDERE PERSISTENTE UN’ENTITÀ TRAMITE persist**

|  |  |
| --- | --- |
| Rendere persistente un’entità significa crearne un’istanza, settarle gli attributi e chiamare il metodo persist dell’Entity Manager. Tramite tale metodo, l’entità entrerà a far parte del persistence context, quindi verrà considerata managed.  **Attenzione**: l’utilizzo di tale metodo non implica che l’entità venga salvata nel database, ciò accade nel caso venga effettuato un flush sul persistence context. |  |

In tal caso, il metodo persist viene eseguito nel mezzo di una transazione, l’aggiunta al database sarà effettuata solo al commit della transazione siccome genera un flush sul persistence context.

**4.1.5 RICAVARE UN’ENTITÀ DAL DATABASE TRAMITE find E getReference**

Per ricavare un’entità dal database tramite il suo ID, stabilito tramite l’annotazione @Id, è possibile utilizzare due metodi differenti.

|  |  |
| --- | --- |
| Il primo metodo consiste nell’utilizzo del metodo **find** dell’Entity Manager, il quale accetta due parametri: la classe dell’entità e l’identificativo da cercare. |  |
| Il secondo metodo consiste nell’utilizzo del metodo **getReference** dell’Entity Manager, il quale funziona come il metodo find con la differenza che ritorna un riferimento all’oggetto, senza ricavarne i suoi dati, fungendo da proxy. |  |

**4.1.6 RIMUOVERE UN’ENTITÀ DAL DATABASE TRAMITE remove**

|  |  |
| --- | --- |
| Un’entità può essere rimossa dal database tramite il metodo **remove** dell’Entity Manager. L’utilizzo di tale metodo al di fuori di una transazione rende l’entità passata come argomento detached, se si sta lavorando in una transazione, l’entità rimane managed finchè non viene effettuato il commit, siccome è lì che verrà registrata l’eliminazione e l’operazione di detach. Ovviamente l’entità viene rimossa dal database, quindi sarà comunque accessibile al di fuori di quest’ultimo. |  |

**4.1.7 SINCRONIZZAZIONE COL DATABASE TRAMITE flush E refresh**

Fino ad ora abbiamo visto della sincronizzazione con il database solamente il salvataggio dell’entità tramite flush automatico o la rimozione. In realtà, ci sono altri metodi che riguardano la sincronizzazione delle entità con il database. La commit di una transazione non fa altro che eseguire un flush di ciò che è conservato nel persistence context, salvando le entità presenti al suo interno.

|  |  |
| --- | --- |
| Nel seguente esempio vengono effettuate due persist, quindi si vogliono salvare due entità, tali entità vengono inserite nel persistence context ma non nel database. Tramite la commit si effettua un flush sul persistence context, quindi le due entità verranno registrate nel database. |  |
| Volendo è possibile esplicitare il flush tramite un apposito metodo dell’Entity Manager chiamato **flush**. Utilizzando questo metodo, il persistence provider sarà esplicitamente forzato a flushare i dati nel database, ma ciò non committerà la transazione. |  |
| Quindi, se la flush registra i cambiamenti dalla normale esecuzione verso il database, allora ci sarà un metodo che registrerà i cambiamenti dal database alla normale esecuzione, cioè **refresh**, altro metodo dell’Entity Manager, il quale sovrascrive l’attuale stato dell’entità con i dati presenti nel database. |  |

**NOTA**: la flush automatica delle transazione rende detached le entità, la flush forzata le rimane managed.

**4.1.8 CONTENIMENTO DI UN’ISTANZA TRAMITE contains**

|  |  |
| --- | --- |
| Le entità, come ben sappiamo, possono essere gestite o meno dall’Entity Manager. L’Entity Manager fornisce un metodo, contains, il quale permette di controllare se una determinata entità risulta essere tra quelle gestite. |  |

**4.1.9 RENDERE detach UN’ENTITÀ**

È possibile manipolare lo stato delle entità portandolo da managed a detached tramite due metodi: **clear** permette di svuotare il persistence context rendendo ogni entità detached (ciò implica non vengano salvate nel database). Un’entità può essere resa detached anche in un altro modo, oltre all’utilizzo dei metodi clear e detach: quando si utilizzano le transazioni e si usa rendere le entità persistenti dentro esse (transaction scoped persistence context), il commit svuota il persistence context salvando le entità nel database e rendendole detached. Le entità diventano detached subito dopo il commit. Ciò non avviene con il flush forzato, tramite esecuzione dell’apposito metodo.

|  |  |
| --- | --- |
| Nel seguente esempio viene riportato l’utilizzo del metodo detach. |  |

**4.1.10 AGGIORNARE UN’ENTITÀ NEL DATABASE TRAMITE merge**

Se l’entità è managed allora gli aggiornamenti al database saranno automatici. Il problema si presenta se si ha a che fare con un’entità detached: in tal caso, viene utilizzato il metodo merge.

|  |  |
| --- | --- |
| Il metodo **merge** si utilizza solamente per le entità che non sono più associate al persistence context, quindi solo per le entità detached di cui si ha la necessità di aggiornarla nel database, e serve ad apportare le modifiche apportate sull’entità nel database. |  |

**4.2 CICLO DI VITA DELLE ENTITÀ**

|  |  |
| --- | --- |
| Viene mostrato uno schema che raffigura gli stati delle entità in base alle esecuzioni dei metodi dell’Entity Manager. Nello schema non si accennano la transazioni: è bene sapere che per la gestione delle entità non sono necessarie le transazioni. Il loro utilizzo dipende dal tipo di ambiente che si sta utilizzando. Riprendendo il capitolo 4.1.1, notiamo che nell’ambiente container-managed non vengono usate le transazioni per effettuare la commit, quindi cambiano i modi di liberare il persistence context. Sostanzialmente vale lo schema riportato; se si parla di transazioni, è bene sapere che il commit libera il persistence context, rendendo tutte le sue entità detached. |  |

**4.2.1 CALLBACKS**

|  |  |
| --- | --- |
| Il ciclo di vita delle entità si dirama in quattro categorie: persistenza, aggiornamento, rimozione e caricamento, le quali corrispondono alle operazioni di database di inserimento, aggiornamento, rimozione e selezione. Ogni diramazione del ciclo di vita ha degli eventi “pre” e “post” che possono essere intercettati dall’Entity Manager per invocare metodi di business che si desidera invocare in base agli eventi, devono essere annotati da determinate annotazioni, le quali dipendono dal tipo di evento che si sta verificando. Nello schema soprastante, vengono mostrate tutte le annotazioni utilizzabili in base all’evento verificato. I metodi callback vanno posti nella classe su cui si sta operando. |  |

**4.3 QUERY**

L’Entity Manager è in grado di eseguire query scritte in JPQL: ne esistono ben 5 tipi, ognuna con un funzionamento diverso.

Per eseguire query di selezione, quindi che utilizzino SELECT, è possibile scegliere tra due metodi in base al result che si vuole ottenere, il metodo **getResultList** esegue la query e ritorna una lista di risultati, il metodo **getSingleResult** esegue la query e ritorna un singolo risultato (lancia un’eccezione se trova molteplici risultati).

Per eseguire query di aggiornamento, quindi che utilizzino UPDATE o DELETE, si utilizza il metodo **executeUpdate**, il quale ritorna il numero di entità affette dall’aggiornamento.

La creazione di una query si utilizza il metodo **createQuery** dell’Entity Manager, il quale accetta come parametro la query in JPQL. L’esecuzione di tale metodo ritorna un oggetto di tipo Query o TypedQuery, in base al numero di argomenti passati.

|  |  |  |
| --- | --- | --- |
| Le query caratterizzate dal WHERE possono essere caratterizzate da parametri variabili, i quali possono essere specificati in due modi: tramite i parametri posizionali ed i parametri con nome. I parametri posizionali sono caratterizzati da un punto di domanda seguito da un intero, il quale parte da 1 e continua a crescere andando avanti nella query. | |  |
| I parametri con nome sono caratterizzati da un carattere di due punti seguito dal nome del parametro, il quale verrà utilizzato per impostare un valore. |  | |

Per impostare valori ai parametri che abbiamo appena visto, basta utilizzare il metodo **setParameter**, caratterizzato da due argomenti: il primo argomento indica il parametro su cui impostare il valore, mentre il secondo indica il valore da impostare.

|  |  |
| --- | --- |
| Il primo esempio che vediamo mostra come vengono impostati i parametri posizionali: |  |
| Il secondo mostra come vengono impostati i parametri con nome. |  |

Inoltre, è bene sapere che è possibile gestire le query in modo tipizzato e non. Quando si crea una query essa viene conservata in una variabile Query o TypedQuery: se si esegue la query, essa ritornerà un tipo di oggetto in dipendenza dalla variabile scelta per contenerla. Se utilizza Query, l’esecuzione ritornerà una lista di oggetti non tipizzati; se si utilizza TypedQuery<TYPE>, l’esecuzione ritornerà una lista di oggetti con tipo specificato TYPE. L’utilizzo di TypedQuery richiede un argomento aggiuntivo nel metodo **createQuery**: sarà necessario passare come secondo parametro la classe del tipo TYPE.

**4.3.1 DYNAMIC QUERY**

|  |  |
| --- | --- |
| Le **dynamic query** vengono definite e tradotte in SQL al momento durante l’esecuzione dell’applicazione. Sono dette dinamiche proprio perché possono essere costruite tramite concatenazione a runtime, anche in base a determinati controlli e condizioni. |  |

**4.3.2 NAMED QUERY**

Le **named query** sono statiche e non possono cambiare per alcun motivo, quindi non sono per nulla flessibili come le query dinamiche. Il loro essere statiche porta ad essere decisamente efficienti siccome il loro JPQL viene tradotto in SQL non appena l’applicazione parte, invece di tradurre a runtime.

|  |  |  |  |
| --- | --- | --- | --- |
| Le **named query** vengono specificate nell’annotazione **@NamedQuery** posta davanti alla definizione della classe di ritorno. Se la classe di ritorno possiede molteplici query, allora le annotazioni vengono raccolte in un’unica annotazione **@NamedQueries**.  L’annotazione **@NamedQuery** richiede due parametri: il primo è il nome della query, il secondo è la query stessa. L’annotazione **@NamedQueries**, invece, richiede come parametro tutte le **@NamedQuery**, raccolte tra le parentesi { }. | | |  |
| Per convenzione si usa adottare la seguente sintassi per il nome completo della query: ClassName.QueryName, dove ClassName è il nome della classe a cui si fa riferimento e QueryName è il nome reale della query. È una convenzione abbastanza obbligata, siccome potrebbero esistere molteplici query con nome “findAll”, mentre ne esisterà una con nome “Book.findAll”. Altra convenzione è quella di stabilire il nome della query come costante della classe, in modo da favorire modularità per cambi. |  | | |
| Definita la query, si passa alla creazione dell’oggetto che gestisce la query: in generale si sarebbe utilizzato il metodo createQuery con parametro la query in JPQL. Per le named query deve essere utilizzato il metodo **createNamedQuery**, anch’esso dell’Entity Manager, il quale accetta come parametro il nome stabilito della query. Nel caso si voglia gestire un TypedQuery, come già visto, vale anche qui il parametro addizionale. La gestione della query è invariata, cambia solamente la sua creazione. | |  | |

**4.3.3 NATIVE QUERY**

|  |  |
| --- | --- |
| Questo tipo di query opera su sorgente SQL e la sua creazione ritorna sempre un oggetto Query (quindi con le native query non è possibile utilizzare TypedQuery). Per creare una native query deve essere utilizzato il metodo **createNativeQuery**, appartenente all’Entity Manager, il quale richiede due parametri: la query in SQL e la classe a cui la tabella specificata fa riferimento. La gestione della query è invariata. |  |

**Native Named Query:**

Variante delle native query sono le native named query, le quali sono un ibrido tra le native query e le named query.

|  |  |
| --- | --- |
| Vengono specificate proprio come le named query, con la differenza che l’annotazione utilizzata è **@NamedNativeQuery**, la quale prende come parametri il nome della query e la query vera e propria in SQL. Inoltre, va specificata tramite l’annotazione @Table il nome della tabella a cui la classe che segue fa riferimento, in modo da mapparla alla tabella trattata nella query in SQL. |  |

Ovviamente nel caso si cerchi di fare qualcosa di più elaborato, bisognerà mettere mano ad annotazioni di mapping con database relazionali.

Per raccogliere molteplici annotazioni **@NamedNativeQuery**, proprio come con le named query, si utilizza l’annotazione **@NamedNativeQueries**.

**5. ENTERPRISE JAVABEANS**

Per separare il layer di persistenza dal layer di business ricorriamo agli **Enterprise** **JavaBeans** (**EJB**). Gli EJB sono componenti a lato server che incapsulano la logica di business, si prendono cura di transazioni e sicurezza e possiedono molteplici servizi integrati, come uno stack per messaggi, scheduling, accesso remoto, web service endpoints (SOAP e REST, li vedremo più avanti), dependency injection, ciclo di vita dei componenti, interceptors e tanto altro. Il fatto che gli EJB si integrino bene con altre tecnologie, fa sì che essi siano ottimi componenti per il livello di logica business.

Un EJB Container è un ambiente che provvede servizi come la gestione delle transazioni, controllo della concorrenza, pooling, autorizzazioni di sicurezza, ecc. Tale container, permette al programmatore di scrivere codice senza doversi preoccupare di diversi aspetti del codice che scrive.

**5.1 SERVIZI OFFERTI DAL CONTAINER**

Il container offre molteplici servizi alle applicazioni enterprise:

* + - **Comunicazione con client remoto**: senza scrivere alcun codice, un client EJB può invocare metodi in remoto;
    - **Dependency** **Injection**: il container può iniettare risorse negli EJB, così come con qualsiasi altro POJO grazie a CDI;
    - **Gestione dello stato**: il container gestisce in maniera del tutto trasparente gli stati dei session bean;
    - **Pooling**: il container crea un pool di istanze di stateless bean e di MDB condiviso tra molteplici client. Una volta invocato, un EJB ritorna nel pool per poter esser riutilizzato;
    - **Ciclo di vita delle componenti**: il container è responsabile riguardo la gestione del ciclo di vita di ogni componente;
    - **Gestione delle transazioni**: un EJB può utilizzare le annotazioni per informare il container riguardo la policy da utilizzare. Inoltre, il container gestisce i commit e i rollback;
    - **Supporto alla concorrenza**: eccetto per i singleton, tutti gli altri tipi di EJB sono thred-safe, quindi è possibile sviluppare applicazioni senza preoccuparsi di eventuali problemi con i thread;
    - **Automatizzazione degli interceptor**: è possibile creare interceptor invocabili automaticamente dal container.

Una volta deployato l’EJB, il container si prenderà cura dei servizi appena descritti, in modo da non far preoccupare il programmatore riguardo aspetti che non siano lo scrivere il codice di business. Gli EJB sono oggetti gestiti, quindi rientrano tra i Managed Bean, che vivono in un container dalla loro creazione alla loro distruzione. Il container fornisce servizi agli EJB, i quali sono comunque limitati verso determinate operazioni, ad esempio, non possono gestire thread, accedere a files utilizzando Java.io, creare ServerSocket e così via.

**5.2 ANATOMIA DI UN EJB**

|  |  |
| --- | --- |
| Abbiamo visto quanto è potente un EJB, ma non abbiamo visto quanto sia semplice crearlo: basta una classe Java e un’annotazione. |  |

È un esempio decisamente banale e semplice, difatti in base ai propri bisogni si può costruire un EJB più ricco che permetta di effettuare chiamate remote, dependency injection e tanto altro. Un EJB è generalmente formato da una classe bean e da un’interfaccia: la classe bean contiene implementazioni di metodi di business e deve essere annotata da una delle tre seguenti annotazioni: **@Stateless**, **@Stateful** o **@Singleton**, in base al tipo di cui si necessita, l’interfaccia contiene la dichiarazione dei metodi di business visibili al client e implementati nella classe bean che compone l’EJB.

|  |  |
| --- | --- |
| Un session bean può avere interfacce locali o remote, addirittura nessuna (solo in accesso locale). |  |

**5.2.1 CLASSE BEAN DELL’EJB**

L’EJB è composto da una classe bean e da eventuali interfacce. La classe bean che lo compone deve rispettare alcuni criteri:

* + - * Il bean deve essere annotato con @Stateless, @Stateful o @Singleton;
      * Se implementa delle interfacce, il bean deve implementarne i metodi;
      * Il bean deve essere definito come public;
      * Il bean deve possedere un costruttore senza argomenti, il quale verrà utilizzato dal container per crearne delle istanze;
      * Il bean non deve definire il metodo finalize;
      * I metodi presenti nel bean non devono essere final o static;
      * I nomi dei metodi presenti nel bean non devono cominciare con “ejb”.

**5.2.2 LOCAL E REMOTE, INTERFACCE RIGUARDANTI GLI EJB**

|  |  |  |  |
| --- | --- | --- | --- |
| La classe bean che compone l’EJB, deve implementare i metodi delle interfacce associate, nel caso ce ne siano. Nel caso il sistema abbia dei client fuori dall’EJB container dell’istanza JVM, allora essi dovranno utilizzare un’interfaccia remota per comunicare. Nel caso, invece, i client e i bean si trovino sulla stessa istanza JVM, allora sarà possibile utilizzare un’interfaccia locale per comunicare. |  | | |
| L’interfaccia che il bean dovrà implementare, definisce molteplici metodi business che l’applicazione client potrà utilizzare. L’interfaccia, in base al fatto se sia locale o remota, deve essere annotata con una delle due annotazioni: **@Remote** denota un’interfaccia remota; **@Local** denota un’interfaccia locale. | | |  |
| Vediamo, invece, l’EJB che implementa l’interfaccia: | |  | |

Annotazione importante è la **@LocalBean**: è un’annotazione che viene aggiunta in background in automatico e serve a far risultare visibile il bean in locale. Il problema è che tale annotazione viene aggiunta in automatico solo se il bean non implementa interfacce e risulta necessario inserirla.

**5.3 SERVIZIO DI NAMING JNDI**

**JNDI** è una API che permette ai client di scoprire e di ottenere oggetti tramite un semplice nome. I nomi di JNDI seguono la seguente sintassi:

*java : SCOPE [ /APP-NAME ] /MODULE-NAME /BEAN-NAME [ !INTERFACE-PACKAGE.INTERFACE-NAME ]*

Analizziamo ogni porzione del nome JNDI:

* **SCOPE** definisce la visibilità della risorsa a cui è associato il nome JNDI. Può assumere uno dei seguenti valori:
* ***global***, permette alla componente di essere eseguita fuori dall’applicazione, accedendo allo spazio dei nomi globale;
* ***app***, imposta lo scope all’applicazione;
* ***module***, imposta lo scope al modulo dell’applicazione;
* ***comp***, imposta lo scope alla componente, quindi tale nome non sarà accessibile dalle altre componenti;
* **APP-NAME** è facoltativo, è necessario solo se il session bean è compresso in un file ear o in un file war. In tal caso, avrà come valore il nome del file ear o war in cui è contenuto, senza l’estensione .ear o .war;
* **MODULE-NAME** è il nome del modulo nel quale il session bean si trova;
* **BEAN-NAME** è il nome del session bean;
* **INTERFACE-PACKAGE.INTERFACE-NAME** è necessario se il bean implementa delle interfacce. Qui vanno specificate, quindi, tutte le interfacce implementate dal bean specificato in BEAN-NAME.
* ***INTERFACE-PACKAGE*** indica il nome del package in cui è contenuta l’interfaccia;
* ***INTERFACE-NAME*** indica l’interfaccia vera e propria.

JNDI è una componente di Java SE ed è fondamentale nel caso i client debbano utilizzare metodi degli EJB. JNDI non ha nulla a che vedere con la @Inject. JNDI non ritorna oggetti, anche perché una applicazione Java SE non potrebbe gestire gli EJB! Si fa prima a vedere un esempio per comprenderne il reale funzionamento:

|  |  |
| --- | --- |
| Nello scope del client abbiamo l’interfaccia remota HelloWorldBeanRemote, in modo da poter richiamare metodi sull’oggetto posto sul server HelloWorldBean, il quale è un EJB. Essendo, quella del client, una applicazione Java SE, essa non può trattare oggetti HelloWorldBean, quindi EJB. Nel main dell’applicazione, cerchiamo un riferimento all’oggetto HelloWorldBean, senza tornarne il vero e proprio oggetto, siccome sarebbe ingestibile. In tal modo, potremo utilizzare l’interfaccia come ponte per invocare metodi sull’EJB posto sul server. È questa la differenza tra iniezione e lookup JNDI. |  |

**5.4 SESSION BEAN**

Un **session bean** è un tipo di EJB utilizzato per modellare codice di business. Il termine session si riferisce al ciclo di vita del componente, siccome il container utilizza tali oggetti durante una sessione utente, creandoli e distruggendoli dinamicamente. Non sono bean adatti alla persistenza: difatti, per quel caso, abbiamo gli entity bean (le entità). Il fatto che non siano adatti alla persistenza non significa che non possano utilizzare entità per utilizzare le informazioni persistenti. Gli EJB sono componenti gestiti dal container, quindi devono essere necessariamente eseguiti in un container.

**Nota**: ricordiamo che gli EJB sono componenti gestite dal container, quindi l’Entity Manager va iniettato tramite l’annotazione @PersistenceContext, specificando il nome della persistence unit.

**5.4.1 STATELESS BEAN**

|  |  |  |  |
| --- | --- | --- | --- |
| Gli **stateless bean** sono una tipologia di session bean decisamente efficiente, siccome fanno uso del pooling del container e possono essere condivisi tra molteplici client. Stateless significa senza stato, quindi sono bean che non conservano alcuna informazione: contengono solamente operazioni business. Cambiano totalmente la visione di programmazione che avevano fino ad oggi: se prima utilizzavamo un metodo del POJO stesso per salvarlo nel database, ora tale metodo viene invocato su uno stateless bean proprio perché non necessita di intaccare alcuno stato. Nel seguente esempio, BookEJB è uno stateless bean. |  | | |
| Di seguito vediamo l’implementazione dello stateless bean, il quale deve essere annotato da **@Stateless**. | | |  |
| Il fatto che gli stateless bean siano soggetti al pool del container, si intende che per ogni stateless bean ne vengono conservate un certo numero di istanze in memoria e condivise tra i clients. Proprio per il fatto che gli stateless bean non hanno uno stato, ogni istanza è equivalente. Quando un client necessita dell’invocazione di un metodo su uno stateless bean, il container prende un’istanza dal pool e la assegna al client. Conclusa l’invocazione, l’istanza ritorna nel pool in attesa di essere riutilizzata. Ciò implica che poche istanze di stateless bean possono gestire un bel po’ di clients. | |  | |

**5.4.2 STATEFUL BEAN**

|  |  |  |
| --- | --- | --- |
| Gli **stateful bean** sono EJB che conservano lo stato e sono una tipologia di session bean in grado di mantenere lo stato, sono utili nel caso si debba eseguire una serie di compiti di cui se ne deve mantenere lo stato. Un esempio perfetto è il carrello in un sistema di acquisto online, l’utente sceglie un oggetto da comprare e quest’ultimo viene salvato nel carrello, il quale è lo stateful bean che memorizza tutti gli oggetti a cui associati. Nel seguente esempio, BookEJB è uno stateful bean. |  | |
| Di seguito vediamo l’implementazione dello stateful bean, il quale deve essere annotato da **@Stateful**. | |  |

Oltre all’utilizzo di **@Stateful**, notiamo l’utilizzo di altre due annotazioni, entrambe opzionali: **@StatefulTimeout**, che stabilisce quanto tempo è permesso rimanere in idle al bean, specificando un valore numerico e un valore che indica l’unità di tempo utilizzando java.util.concurrent.TimeUnit, e **@Remove** va posta su un metodo e permette di rimuovere permanentemente il bean una volta conclusa l’esecuzione del metodo.

Queste sono annotazioni alternative: ciò viene già gestito dal container, quindi già quest’ultimo provvederebbe alla rimozione di tali bean se necessario. Inoltre, per gli stateful bean non è presente un pool, il riutilizzo di tali bean per altri clients sarebbe impossibile siccome mantengono uno stato. Di conseguenza ad ogni client corrisponde uno stateful bean.
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**5.4.3 SINGLETON BEAN**

|  |  |  |
| --- | --- | --- |
| Il **singleton bean** è una tipologia di session bean istanziato un’unica volta per applicazione: sostanzialmente, è un bean che implementa il Singleton Pattern della Gang of Four. Tale bean assicura che esista un’unica istanza di una classe in tutta l’applicazione e provvede l’accesso globale a quest’ultima.  Nel seguente esempio, DatabasePopulator è un singleton bean, di cui vediamo direttamente l’implementazione. Ricordiamo che tale bean deve essere annotato da **@Singleton**.  Le annotazioni **@Startup** e **@DataSourceDefinition** non sono obbligatorie: @Startup permette di inizializzare il bean quando si avvia il sistema, @DataSourceDefinition specifica alcuni parametri riguardanti la connessione con il database. Inoltre, tale classe fa uso di annotazioni pre e post che rendono i metodi sottostanti dei callback. |  | |
| Ritornando al singleton, l’istanza è contesa tra tutti i client e non mantiene alcuno stato tra le invocazioni. Ergo, può necessitare di attenzione sull’aspetto concorrenza. | |  |

**5.5 DEPENDENCY INJECTION**

Nell’ambito dei container EJB esistono molteplici annotazioni che permettono l’iniezione di risorse.

* @EJB inietta un EJB;
* @PersistenceContext inietta un EntityManager (vedi capitolo 4.1.1);
* @WebServiceRef inietta un riferimento ad un web service;
* @Resource inietta diversi tipi di risorse;
* @Inject inietta determinate implementazioni di interfacce (vedi capitolo 2.9.1).

**5.6 CICLO DI VITA DI UN SESSION BEAN**

I session bean sono componenti gestiti dal container, quindi vivono in un container EJB che offre determinati servizi. Uno dei tanti servizi che offre è la gestione del ciclo di vita dei bean. In base al tipo di bean che si sta trattando (stateless, stateful, singleton), il ciclo di vita consisterà di diversi stati. Ogni volta che il container cambia il ciclo di vita di un bean, è possibile invocare metodi annotati detti callback.

Negli esempi precedenti abbiamo notato che il client non crea mai istanze di session bean utilizzando l’operatore new: ne prende un riferimento tramite JNDI lookup. Sostanzialmente, tramite questa richiesta, il container ne crea un’istanza e ne continua a gestire il ciclo di vita.

**5.6.1 CICLO DI VITA PER STATELESS E SINGLETON BEAN**

Gli stateless ed i singleton bean hanno in comune il fatto che non mantengono uno stato. Entrambi condividono lo stesso ciclo di vita, il quale è:

|  |  |
| --- | --- |
| 1. Il ciclo di vita inizia quando un client richiede un riferimento ad un bean tramite JNDI lookup. Nel caso si tratti di un singleton, il ciclo può iniziare anche tramite l’annotazione @Startup, all’avvio del container. 2. Se i bean creati utilizzano DI o deployment descriptors, il container inietta tutte le risorse richieste. 3. Se l’istanza ha un metodo annotato con @PostConstruct, il container lo invoca. 4. L’istanza del bean processa eventuali chiamate a metodi dal client e resta comunque in attesa per altre chiamate. Lo stateless bean resta in attesa finchè non verrà rimosso dal pool del container; il singleton bean resta in attesa finchè non si chiuderà il container. 5. Al container non serve più il bean: invoca i metodi annotati con @PreDestroy e conclude il ciclo di vita. |  |

Concludendo, il ciclo di vita dello stateless bean e del singleton bean sono fondamentalmente uguali, con la differenza che lo stateless bean rimane in vita finchè il container non lo rimuove dal pool, mentre il singleton bean rimane in vita per tutta la durata della vita del container.

**5.6.2 CICLO DI VITA PER STATEFUL BEAN**

Gli stateful bean mantengono un proprio stato, vengono generati e vengono assegnati uno ad uno con i client. Se il client non invoca metodi sul bean per diverso tempo, il container lo rimuoverà prima che la JVM finisca la propria memoria, preservando l’attuale stato in uno storage permanente. Ciò comporta ad avere un ciclo di vita ben diverso dai precedenti bean.

Il fatto che lo stato venga salvato in uno storage comporta alla presenza di due condizioni: passivazione e attivazione. La passivazione è quando il container serializza l’istanza del bean in uno storage permanente, mentre l’attivazione è quando di deserializza il bean, cioè dallo storage si recupera il bean e lo si riporta in memoria principale.

|  |  |
| --- | --- |
| 1. Il ciclo di vita inizia quando un client richiede un riferimento ad un bean tramite JNDI lookup. Il container crea un nuovo session bean e lo conserva in memoria. 2. Se i bean creati utilizzano DI o deployment descriptors, il container inietta tutte le risorse richieste. 3. Se l’istanza ha un metodo annotato con @PostConstruct, il container lo invoca. 4. Il bean esegue le chiamate richieste dal client e resta in memoria, in attesa di altre richieste. 5. Se il client rimane in idle per un lungo periodo di tempo, il container invoca il metodo annotato con @PrePassivate e passiva il bean in uno storage. 6. Se il client invoca un bean passivato, il container lo attiva e invoca il metodo annotato con @PostActivate.  * Se il client non invoca il bean passivato per il tempo di timeout della sessione, allora il container lo distrugge definitivamente. * Alternativamente, se il client invoca il metodo annotato da @Remote, il container invoca il metodo annotato con @PreDestroy e conclude il ciclo di vita del bean. |  |

**5.6.3 CALLBACKS**

In base al tipo di session bean varia il ciclo di vita gestito dal container. Il container permette di poter eseguire del codice in base all’evento che si presenta riguardo il ciclo di vita: un cambio nel ciclo di vita può essere intercettato dal container, il quale invocherà metodi annotati da determinate annotazioni, le quali dipendono dal tipo di evento verificato. Un metodo, per essere **callback**, deve rispettare determinate regole:

* Il metodo non deve avere parametri e deve ritornare void;
* Il metodo non deve lanciare eccezioni checked. Se lancia eccezioni runtime, effettuerà il rollback della transazione, se esiste (parleremo delle transazioni nel prossimo capitolo);
* Il metodo non può essere static o final;
* Un metodo può essere annotato da molteplici annotazioni inerenti agli eventi, ma un’annotazione non può essere applicata a molteplici metodi.

Di solito, i callback vengono utilizzati per allocare o rilasciare risorse dei bean.

**6. TRANSAZIONI**

Le **transazioni** sono un servizio fornito dal container che assicura lo svolgimento di determinate operazioni in maniera del tutto affidabile. Le transazioni possono essere viste come un gruppo di operazioni eseguite sequenzialmente dove ogni operazione deve andare a buon fine, altrimenti nessuna viene eseguita: se le operazioni vanno a buon fine, la transazione si dice committata, se almeno un’operazione fallisce, la transazione si dice rolled back, siccome annulla l’esecuzione dei metodi andati a buon fine. Una **transazione**, per poter esser definita tale, deve poter essere:

* **Atomica**, perché è composta da una o più operazioni raggruppate in un’unica unità di lavoro, delle quali o vanno tutte a buon fine o falliscono tutte;
* **Consistente**, perché alla conclusione di essa, i dati rimangono consistenti;
* **Isolata**, perché lo stato di una transazione non è visibile da applicazioni esterne;
* **Durabile**, perché eventuali cambiamenti apportati dalla transazione, dopo il commit, saranno visibile anche ad altre applicazioni.

**6.1 TIPI DI LETTURA**

Può capitare, per qualche motivo, che due o più transazioni leggano gli stessi dati nello stesso momento. L’operazione di lettura si presenta quando una transazione gestisce una risorsa, siccome la legge prima di operarci. In base al livello di isolamento della transazione, si possono avere problemi di accesso concorrente, i quali vengono classificati in base al tipo di lettura che si assume:

* Le ***dirty reads*** sono una tipologia di lettura che indica che una transazione legge cambiamenti su una o più risorse non committati dalla precedente transazione;
* Le ***repeatable reads*** sono una tipologia di lettura che indica la situazione in cui una risorsa,
* tra una lettura e l’altra nella stessa transazione, non è cambiata;
* Le ***phantom reads*** sono una tipologia di lettura che indica il fatto in cui con una transazione si salvano risorse nel database, visibili anche alle transazioni iniziate prima dell’attuale.

**6.2 LIVELLI DI ISOLAMENTO**

I database utilizzano diverse tecniche per regolare l’accesso concorrente: tali tecniche impattano sul livello di isolamento della transazione. I diversi livelli di isolamento sono i seguenti:

* **Lettura non committata** (isolamento meno restrittivo): la transazione può leggere dati non committati, provocando dirty, nonrepeatable e phantom reads;
* **Lettura committata**: la transazione non può leggere dati non committati. In tal modo, le dirty reads sono prevenute, ma non le nonrepeatable e le phantom reads;
* **Lettura ripetuta**: la transazione non può modificare dati attualmente in lettura da un’altra transazione. Ciò previene le dirty e le nonrepeatable reads, ma non le phantom;
* **Serializzabile**: la transazione ha lettura esclusiva, quindi le altre transazioni non possono leggere e scrivere gli stessi dati.

**6.3 JAVA TRANSACTION API**

**Java Transaction API** (**JTA**) è una API che permette l’utilizzo delle transazioni in un ambiente Java. Tale API permette di gestire le transazioni in applicazioni che fanno uso di risorse (ad esempio, i database) tramite un’architettura detta X/Open XA. Tale architettura mette a disposizione un Transaction Manager, il quale coordina le transazioni e conduce i commit ed i rollback tramite il Resource Manager, il quale è responsabile riguardo la gestione delle risorse ad esso associate. Un esempio di Resource Manager è il driver per il database relazionale, come JDBC. Ad ogni risorsa corrisponde un Resource Manager diverso, quindi in caso di applicazioni distribuite l’architettura cambierebbe.

![](data:image/jpeg;base64,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) ![](data:image/jpeg;base64,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)

**6.3 TRANSAZIONI NEGLI EJB**

|  |  |
| --- | --- |
| Quando si sviluppa un EJB con logica di business, non c’è bisogno di preoccuparsi riguardo la struttura interna del Transaction Manager o del Resource Manager siccome JTA nasconde tale complessità. Gli EJB integrano le transazioni sin dalla loro nascita, difatti ogni loro metodo è automaticamente racchiuso in una transazione. Tale comportamento è conosciuto come **container-managed transaction** perché le transazioni sono comunque gestite dal container EJB. Ciò spiega come mai le chiamate a **persist** (metodo dell’Entity Manager) non sono racchiuse dalla transazione che scriveremmo. |  |

**7. MESSAGING TRA COMPONENTI**

Le componenti di un sistema possono comunicare tra loro tramite chiamate sincrone e, per permettere ciò, sia la componente mittente che la destinataria devono essere in running. Tale capitolo introduce il **messaging**, il quale per permette la comunicazione asincrona tra componenti.

**MOM** (**Message-Oriented Middleware**) è un’infrastruttura che permette la comunicazione asincrona tra sistemi eterogenei, cioè diversi tra loro. Tale infrastruttura fornisce il provider, il quale può esser visto come un buffer che gestisce tali messaggi, dove sia il producer (colui che produce i messaggi) che il consumer (colui che elabora i messaggi) non devono essere forzatamente attivi nello stesso tempo per comunicare. Il producer e il consumer non si conoscono, non sanno chi c’è dall’altro lato siccome utilizzano un buffer di mezzo: ciò porta tale tecnica ad essere considerata a basso accoppiamento, siccome non c’è alcuna relazione tra producer e consumer.

Il messaging è una buona soluzione per l’integrazione di applicazioni esistenti e nuove in un modo a basso accoppiamento.

**7.1 INTRO A JAVA MESSAGE SERVICE**

|  |  |
| --- | --- |
| **MOM** è composto da diverse componenti, le quali entrano in azione quando un messaggio viene inviato. Il software che rispedisce i messaggi viene detto provider (detto anche broker), il quale può essere visto come una sorta di wrapper per una locazione che conserva messaggi, detta destinazione. La componente che invia il messaggio viene detta producer, mentre la componente che lo riceve viene detta consumer. Se la destinazione contiene dei messaggi, qualsiasi consumer interessato può usufruirne. |  |

In Java EE, l’API che ha a che fare con i concetti del precedente paragrafo è chiamata **Java Message Service** (**JMS**). Tale API provvede un set di interfacce e classi che permettono di connettersi ad un provider, creare un messaggio, mandarlo e riceverlo. I messaggi vengono ricevuti da una determinata tipologia di EJB gestiti dal container e messi a disposizione da Java EE, i **Message-Driven Bean** (**MDB**).

|  |  |
| --- | --- |
| MOM, è possibile rivederlo sottoforma di infrastruttura Object Oriented:   * Il provider è un’implementazione che conserva e rispedisce messaggi; * I client sono componenti che producono e consumano messaggi; * I messaggi sono oggetti che i client mandano o ricevono tramite il provider; * Il provider deve provvedere oggetti amministrati ai client.   Il provider provvede una destinazione al suo interno, nella quale i messaggi possono essere conservati finchè non verranno consegnati al consumer. |  |

Esistono due tipi di destinazione:

* Nel modello **punto a punto** (**P2P**), la destinazione che conserva i messaggi non è altro che una queue. In tale modello, un client inserisce un messaggio nella queue e un altro client lo riceve. Ricevuto il messaggio, il provider rimuove il messaggio dalla queue;
* Nel modello **publish-subscribe** (**pub-sub**), la destinazione viene chiamata Topic e viene sottoscritta da molteplici client, chiamati “sottoscrittori”. Quando un client inserisce un messaggio nella topic, tutti i sottoscrittori lo riceveranno.

**7.1.1 MODELLO PUNTO A PUNTO (P2P)**

|  |  |
| --- | --- |
| Nel modello **punto a punto**, un messaggio viaggia da un singolo producer ad un singolo consumer: la queue (destinazione) conserverà il messaggio inviato dal producer finché il consumer non lo riceverà. Ciò significa che il producer può inviare quando gli pare molteplici messaggi nella queue, così come il consumer può ricevere quando gli pare i messaggi. |  |
| Il modello punto a punto può essere utilizzato solo se esiste un unico producer: ciò non implica che non possano esistere molteplici consumer. In tal caso, ogni messaggio può essere ricevuto da un unico consumer e non da molteplici contemporaneamente. |  |

**7.1.2 MODELLO PUBLISH-SUBSCRIBE**

|  |  |
| --- | --- |
| Nel modello **pub-sub**, un messaggio viaggia da un singolo producer a molteplici consumer contemporaneamente. In tale modello, il provider gestisce le sottoscrizioni effettuate dai consumer, i quali vengono visti come dei sottoscrittori siccome, per ricevere i messaggi, devono potersi sottoscrivere al topic (destinazione). |  |
| Il topic conserva i messaggi finché non saranno distribuiti ai sottoscrittori. Molteplici sottoscrittori possono consumare lo stesso messaggio, rendendolo tale modello un’architettura broadcast, dove ogni messaggio viene inviato a molteplici destinatari. |  |

**7.1.3 OGGETTI AMMINISTRATI**

Gli **oggetti amministrati** sono oggetti configurati amministrativamente e non tramite programmazione che possono essere creati una sola volta. Sono oggetti di cui il provider ne permette la configurazione e li rende disponibili tramite JNDI. Due tipi di oggetti amministrati sono le connection factories, utilizzate dai client per creare la connessione con la destinazione, e le destinazioni stesse. I client possono accedere a tali oggetti tramite specifiche interfacce, ricavando il riferimento tramite JNDI.

**7.1.4 INTRO AI MESSAGE-DRIVEN BEAN**

|  |  |
| --- | --- |
| I **Message-Driven Bean** (**MDB**) sono consumer asincroni di messaggi eseguiti in un container EJB. Sono una tipologia di EJB, non conservano alcuno stato e se ne possono avere molteplici istanze per processare messaggi provenienti da diversi producer. Nonostante siano molto simili agli stateless bean, i MDB non sono direttamente accessibili dai client: l’unico modo per comunicare con essi è mandare un messaggio alla destinazione su cui il MDB è in ascolto. |  |

In generale i **MDB** attendono messaggi su una destinazione, che sia una queue o un topic, li ricevono e li elaborano. Essendo stateless, i MDB non possono delegare la logica di business ad altre componenti in modo sicuro.

**7.2 JAVA MESSAGE SERVICE API**

**JMS** è una API che permette alle applicazioni di creare, inviare, ricevere e leggere messaggi asincronamente. Definisce un set di interfacce e classi che permettono alle applicazioni di comunicare tra loro tramite dei provider. Con il tempo, JMS si è sempre evoluta e attualmente ci sono in giro diversi tipi di API, quali sono Legacy API, Classic API e Semplified API. Noi accenneremo la Classic API, ma ci concentreremo sulla Semplified API.

**7.2.1 ACCENNI SULLA CLASSIC API**

|  |  |
| --- | --- |
| La **JMS Classic API** provvede determinate classi ed interfacce per applicazioni che richiedano un sistema di messaggistica, per far comunicare le componenti tra loro.  Questa API provvede la comunicazione asincrona tra i client fornendo una connessione al provider e una sessione nella quale i messaggi possono essere creati, inviati o ricevuti.  Tali messaggi possono contenere del testo o degli oggetti. La struttura della Classic API è la seguente: |  |

**Connection Factory:**

Il **Connection Factory** è un oggetto amministrato che permette di creare connessioni al provider programmaticamente. Di tali oggetti, si dispone di un’interfaccia ConnectionFactory, la quale incapsula la configurazione dell’amministratore. Per poter utilizzare il Connection Factory, è necessario ricavarne un riferimento tramite JNDI lookup.

**Destination:**

|  |  |
| --- | --- |
| La **destinazione** è un oggetto amministrato che contiene una configurazione legata al provider, come l’indirizzo di destinazione. Di tali oggetti, si disponde di un’interfaccia Destination, la quale può essere utilizzata ottenendone un riferimento tramite JNDI lookup. |  |

**Connection:**

L’oggetto **Connection** incapsula una connessione al provider, viene restituito tramite il metodo **createConnection** del Connection Factory. L’apertura di una connessione è dispendiosa, quindi è stato valutato essere giusto rendere tale oggetto condiviso e thread-safe.

|  |  |
| --- | --- |
| Ottenuto l’oggetto Connection tramite apposito metodo dal Connection Factory, si invoca il metodo start per poter iniziare a ricevere messaggi; se non si vogliono ricevere più messaggi per un determinato periodo di tempo, si utilizza il metodo stop; se non si vogliono ricevere più messaggi definitivamente, si utilizza il metodo close, il quale chiude anche i producer, i consumer e le sessioni. |  |

**Session:**

La sessione è un oggetto single-thread utilizzato per creare, produrre e consumare messaggi. È possibile creare una sessione da una connessione utilizzando il metodo createSession. Una sessione provvede un contesto transazionale dove i messaggi da mandare o ricevuti sono raggruppati in un’unica unità di lavoro, assicurando che vengano inviati tutti i messaggi o nessuno.

![](data:image/png;base64,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)

Il primo parametro specifica se la sessione è transazionale, mentre il secondo parametro indica se la sessione gestisce automaticamente gli ack dei messaggi che sono stati ricevuti con successo.

**Messaggi:**

|  |  |  |  |
| --- | --- | --- | --- |
| Per comunicare, i client scambiano messaggi tra loro: il producer manda il messaggi ad una destinazione ed il consumer lo riceve. I messaggi, sostanzialmente, sono oggetti che incapsulano informazioni e sono composti da tre elementi: l’header contiene informazioni riguardanti il  messaggio; le proprietà sono coppie (nome, valore) che l’applicazione può impostare o leggere; il body contiene il vero e proprio contenuto del messaggio, che può essere del testo come può essere un qualsiasi oggetto. | | |  |
| L’header è composto da coppie (nome, valore) che identificano il messaggio, le quali vengono impostate automaticamente dei metodi send e publish. Volendo, il programmatore può manualmente impostare tali coppie. Le proprietà sono anch’esse coppie (nome, valore), ma vengono stabilite solamente dall’applicazione che manda tali messaggi. Tali proprietà possono essere viste come delle coppie personalizzate. |  | | | |
| Il body del messaggio è opzionale, contiene dati da inviare o ricevere e può contenere diversi formati di dati, anche gli oggetti, in base all’interfaccia che si sceglie di utilizzare. | |  | | |

**7.2.2 SIMPLIFIED API**

|  |  |
| --- | --- |
| La **Simplified API** provvede le stesse funzionalità della Classic API, ma richiede meno interfacce ed è molto più semplice da utilizzare: introduce tre nuove interfacce rispetto alla Classic API, quali sono JMSContext, JMSProducer e JMSConsumer.  Tali interfacce si affidano al ConnectionFactory visto nel capitolo precedente.  La struttura della Simplified API è la seguente:  Le interfacce introdotte sono, quindi, le seguenti:   * ***JMSContext*** rappresenta la connessione single-threaded attiva verso un provider, nella quale è possibile inviare e ricevere messaggi; * ***JMSProducer*** è un oggetto creato da JMSContext utilizzato per inviare messaggi ad una queue o un topic; * ***JMSConsumer*** è un oggetto creato da JMSContext utilizzato per ricevere messaggi inviati da un producer ad una queue o un topic. |  |

**JMSContext:**

**JMSContext** è l’interfaccia più importante della Simplified API siccome combina le funzionalità di due oggetti che erano originariamente separati nella Classic API: Connection e Session.

Un **JMSContext** può essere creato in due modi: se l’ambiente è gestito dall’applicazione, allora è necessario utilizzare uno dei metodi **createContext** su un ConnectionFactory, per poi esser chiuso quando non serve più; se l’ambiente è gestito dal container è possibile iniettare JMSContext tramite l’annotazione @Inject.

Quando l’applicazione necessita di mandare un messaggio, è necessario creare un producer: ciò è permesso dal metodo createProducer del JMSContext. Quando l’applicazione necessita di ricevere un messaggio è necessario creare un consumer: ciò è permesso dal metodo createConsumer del JMSContext.

**JMSProducer:**

Il **JMSProducer** viene utilizzato per mandare messaggi ad una specifica destinazione tramite appropriati metodi. Il JMSProducer viene creato tramite apposito metodo del JMSContext, createProducer, e permette di impostare determinati criteri per l’invio, le proprietà del messaggio e gli headers.

**JMSConsumer:**

Il JMSConsumer viene utilizzato per ricevere messaggi da una specifica destinazione, che sia una queue o un topic. Il JMSConsumer viene creato tramite apposito metodo del JMSContext, createConsumer, specificando anche un selezionatore di messaggi, in modo da essere più restrittivi riguardo i messaggi ricevuti.

È possibile ricevere messaggi in maniera sincrona o asincrona: se la consegna è asincrona, è necessario utilizzare un MessageListener che faccia da tramite. In tal caso, appena arriva il messaggio, il provider lo consegna al JMSConsumer invocando il metodo onMessage del MessageListener.

**7.3 SCRIVERE UN PRODUCER DI MESSAGGI**

In generale, il producer, per essere creato, segue una determinata logica: si ottengono tramite JNDI lookup o tramite DI il Connection Factory e la Destination. Il Connection Factory ci consente di ottenere l’oggetto JMSContext, dal quale si ricava il producer. Ricavato il producer, tramite il metodo send si invia il messaggio, specificando la Destination ottenuta. La sua creazione segue i passi appena elencati, ma varia la gestione del Connection Factory e della Destination, in base al dove si scrive il producer.

**7.3.1 PRODURRE UN MESSAGGIO FUORI DAL CONTAINER**

|  |  |
| --- | --- |
| In questo paragrafo vediamo come creare un producer che mandi messaggi ad una queue fuori dal container, in ambiente Java SE. I Connection Factory e i Destination sono oggetti amministrati che risiedono in un provider e che devono essere dichiarati nel namespace JNDI, in modo da poterli ricavare tramite JNDI lookup. Creando il producer fuori dal container, si disporrà solamente delle interfacce remote e si dovrà necessariamente ricorrere al lookup JNDI. |  |

**7.3.2 PRODURRE UN MESSAGGIO DENTRO AL CONTAINER**

|  |  |
| --- | --- |
| Quando il codice del client viene eseguito dentro un container, per tale caso è possibile utilizzare la DI invece del JNDI lookup. È possibile utilizzare la DI perché, essendo a lato server, si dispone delle risorse vere e proprie e non per forza delle interfacce (è per questo che usiamo Queue anziché Destination, la quale è un’interfaccia remota per Queue), quindi è inutile ricorrere a JNDI. Per iniettare un Connection Factory o un Destination, quindi, è necessario utilizzare @Resource, specificando il nome della risorsa nel namespace. |  |

**7.3.3 PRODURRE UN MESSAGGIO DENTRO AL CONTAIRE CDI**

|  |  |
| --- | --- |
| Quando il producer è in esecuzione in un container con CDI abilitato, è possibile iniettare direttamente il JMSContext, invece di recuperarsi prima il Connection Factory. Ciò è reso fattibile dalle annotazioni @Inject e @JMSConnectionFactory: quest’ultima serve a specificare il nome dallo spazio di naming del Connection Factory da cui creare il JMSContext. Se tale annotazione viene omessa, allora verrà utilizzato il Connection Factory di default. |  |

**7.4 SCRIVERE UN CONSUMER DI MESSAGGI**

Per ricevere i messaggi, un client utilizza un JMSConsumer, il quale è un consumer e viene creando passando la destinazione (che sia una queue o un topic) al metodo createConsumer, del JMSContext. Il client può ricevere messaggi in modo sincrono o asincrono: nel modo sincrono, il consumer invoca il metodo receive per ottenere il messaggio dalla destinazione; nel metodo asincrono, il provider consegna i messaggi al consumer tramite il metodo onMessage appartenente al MessageListener, il quale fa da tramite nella consegna.

**7.4.1 CONSEGNA SINCRONA**

|  |  |
| --- | --- |
| Un consumer sincrono attende sempre l’arrivo di un nuovo messaggio e lo richiede non appena arriva utilizzando il metodo receive. La creazione del consumer è decisamente semplice: si ottiene un Destination ed un Connection Factory tramite JNDI lookup; da quest’ultimo si ottiene un oggetto JMSContext che permette la creazione del JMSConsumer tramite il metodo createConsumer, il quale come argomento richiede la destinazione; JMSConsumer rimane in loop, in attesa di nuovi messaggi. Nel caso non arrivino messaggi, l’esecuzione si blocca nel loop siccome il consumer rimane in attesa di un messaggio. |  |

**Nota**: come con i producer, è possibile effettuare l’iniezione con @Resource, @Inject o @JMSConnectionFactory nel caso si stia eseguendo l’applicazione in un container.

**7.4.2 CONSEGNA ASINCRONA**

|  |  |
| --- | --- |
| Per la consegna asincrona, la questione cambia un pochino. La consegna asincrona è basata sulla gestione degli eventi: un client può registrare un oggetto che implementi l’interfaccia MessageListener, rendendolo così una sorta di tramite. Quando un messaggio arriva, il provider lo consegna invocando il metodo onMessage, il quale appartiene al MessageListener. In tal modo, il consumer non ha il bisogno di effettuare un ciclo e attendere in tal modo sempre nuovi messaggi.  Sostanzialmente, l’implementazione del MessageListener non sarà altro che il consumer vero e proprio. Per realizzare ciò, è necessario implementare l’interfaccia stessa, definendo il metodo onMessage; si procede ottenendo un Connection Factory e un Destination tramite JNDI lookup; dal Connection Factory si ricava il JMSContext, dal quale si ricava il JMSConsumer, il quale richiamerà il metodo setMessageListener per associare un nuovo MessageListener. |  |

**7.5 FILTRO DEI MESSAGGI**

|  |  |  |  |
| --- | --- | --- | --- |
| Alcune applicazioni potrebbero avere necessità di filtrare i messaggi che ricevono. Quando un messaggio viene consegnato a molteplici client, risulta utile utilizzare dei criteri per ricevere solo determinati tipi di messaggi. Tali criteri, chiamati “**selector**”, vanno stabiliti in base alle coppie (nome, valore) presenti nell’header e nelle proprietà del messaggio. Il **selector** non è altro che una stringa che specifica i requisiti che devono avere determinate coppie e va specificato nel metodo createConsumer, come argomento secondario ed opzionale. |  | | |
| Ovviamente, tali criteri, per poter esser filtrati, devono poter esser stati impostati sul messaggio ricevuto. | |  |

**7.6 TIME TO LIVE DEI MESSAGGI**

|  |  |
| --- | --- |
| Il producer invia messaggi al provider, il quale li conserva nella destinazione e li consegna ai consumer che li richiedono. Può capitare, però, che molti di questi messaggi non vengano richiesti da alcun consumer, quindi rimarranno nella destinazione in attesa di un consumer che li richieda: ciò può rappresentare un grande carico per il provider, in caso di grandi numeri di messaggi. |  |

Per ovviare a tale problema, è possibile impostare il Time to Live sul producer, il quale è un parametro in millisecondi che avvia un countdown e, al termine di esso, se il messaggio non è stato richiesto verrà distrutto.

**7.7 PRIORITÀ DEI MESSAGGI**

|  |  |
| --- | --- |
| È possibile utilizzare le priorità nei messaggi in modo tale che il provider consegni prima i messaggi più urgenti. JMS definisce la priorità come un valore intero che va da 0 a 9 (dove 9 è la priorità più urgente). È possibile specificare la priorità sul producer tramite il metodo setPriority, in modo tale che ogni messaggio creato abbia tale priorità. È ovviamente possibile anche impostare la priorità per il singolo messaggio, siccome è una coppia (nome, valore) nell’header: per farlo, è necessario invocare il metodo setJMSPriority sul messaggio. |  |

**7.8 MESSAGE-DRIVEN BEAN**

Un **MDB** è un consumer asincrono stateless, nascosto al producer, invocato dal container per gestire i messaggi che arrivano alla destinazione.

Si utilizzano i MDB al posto dei client JMS proprio perché i MDB sono componenti gestiti dal container, il quale gestisce la sicurezza, il multithreading, le transazioni, ecc. Proprio come gli altri EJB, il MDB può accedere alle risorse gestite dal container, quindi può interagire col database, può utilizzare l’Entity Manager, ecc. Il container gestisce i messaggi in arrivo alla destinazione tra le diverse istanze di MDB, i quali saranno disponibili in un pool, proprio come gli EJB stateless. Precisamente, non appena un messaggio arriva nella destinazione, un’istanza di MDB viene presa dal pool per poter gestire il messaggio. I MDB sono totalmente differenti dai session bean: non implementano interfacce locali o remote, bensì implementano l’interfaccia MessageListener e il metodo onMessage associato (vale ciò che è stato detto nel capitolo 7.4.2). Il fatto che non implementino interfacce remote, implica il fatto che i client non possano invocare metodi in maniera diretta sul MDB, bensì, sarà possibile inviare messaggi per risolvere tale problema.

|  |  |
| --- | --- |
| Un MDB, per essere considerato tale, deve rispettare le seguenti condizioni:   * La classe deve essere annotata con @MessageDriven; * La classe deve implementare l’interfaccia MessageListener; * La classe deve essere public; * La classe deve avere un costruttore senza argomenti che il container utilizzerà per creare le istanze del MDB; * La classe non deve definire il metodo finalize. |  |

**7.8.1 ANNOTAZIONE @MessageDriven**

L’annotazione **@MessageDriven** è obbligatoria per i MDB siccome serve al container per capire che tale classe è un MDB. Tale annotazione presenta un argomento in particolare, mappedName: specifica la destinazione nella quale il MDB deve ascoltare.

**7.8.2 DEPENDENCY INJECTION**

|  |  |
| --- | --- |
| Come tutti gli altri EJB, i MDB possono utilizzare la DI per acquisire risorse. |  |

**7.8.3 MDB CONTEXT**

L’interfaccia **MessageDrivenContext** provvede l’accesso al contesto provvisto dal container per il MDB: ciò fornisce al MDB metodi per gestire le transazioni, di effettuare lookup, ecc.

**7.9 CICLO DI VITA DI UN MDB E I CALLBACK**

|  |  |
| --- | --- |
| Il ciclo di vita di un MDB è praticamente identico a quello di un session bean (capitolo 5.6.1). Il container crea un’istanza di MDB e inietta le risorse necessarie tramite DI, richiama il callback annotato con @PostConstruct e rende disponibile il MDB alla ricezione dei messaggi, i quali verranno ricevuti tramite il metodo onMessage (il perché viene spiegato nei capitoli 7.8 e 7.4.2). Il callback annotato con @PreDestroy viene invocato prima che il MDB venga rimosso dal pool per poi essere distrutto. |  |

**8. SOAP WEB SERVICES**

Con il termine “web service” si intende qualcosa di accessibile nel web che fornisca dei servizi. Le applicazioni che utilizzano i web service possono essere implementate con diverse tecnologie, tra le quali SOAP. I **SOAP** web service (**SOAP WS**) sono considerati a basso accoppiamento perché il client, cioè il consumer, non conosce i dettagli dell’implementazione (come il linguaggio utilizzato per scrivere tale servizio, i vari metodi, ecc). Il consumer può invocare un SOAP WS utilizzando la sua interfaccia in XML, la quale fornisce tutti i metodi di business che il web service mette a disposizione: tali metodi possono essere implementati in qualsiasi linguaggio. In breve, i web service provvedono un modo per connettere diversi pezzi di software.

|  |  |
| --- | --- |
| Vediamo un’immagine che mostra le interazioni di un SOAP WS. Opzionalmente, il SOAP WS può registrare la propria interfaccia in un registro chiamato UDDI, in modo tale che il consumer possa analizzarla. |  |

**8.1 TECNOLOGIE E PROTOCOLLI**

I SOAP WS dipendono da diverse tecnologie e protocolli di trasporto, quelli che vedremo sono i seguenti:

* **XML**: linguaggio di markup sul quale i SOAP WS sono costruiti e definiti;
* **WSDL**: definisce il protocollo, l’interfaccia, tipi di messaggio e interazioni tra consumer e provider;
* **SOAP**: è il protocollo che permette ai componenti di un’applicazione di comunicare tra loro, basato su XML;
* I **messaggi** vengono scambiati utilizzando un protocollo di trasporto, come HTTP o JMS;
* **UDDI**: servizio opzionale del service registry, serve a conservare e categorizzare le interfacce del web service (WSDL).

**8.1.1 WSDL**

|  |  |
| --- | --- |
| **Web Services Description Language** (**WSDL**) è un linguaggio di definizione delle interfacce che definisce le interazioni tra consumer e SOAP WS, descrive il tipo del messaggio, la porta, il protocollo di comunicazione, ecc. In un certo senso, è possibile vedere WSDL come un’interfaccia Java ma scritta in XML. |  |

**8.1.2 SOUP**

|  |  |
| --- | --- |
| **Simple** **Object Access Protocol** (**SOAP**) è un protocollo che provvede il meccanismo di comunicazione con i web service, in modo da permettere lo scambio di dati in XML tramite apposito protocollo, generalmente HTTP.  SOAP provvede un protocollo indipendente in grado di connettere servizi distribuiti tra loro. |  |

**8.1.3 UDDI**

I consumer che hanno necessità di interagire con i provider di servizi nel web hanno necessità di trovare informazioni riguardo la connessione con essi. **Universal Description Discovery and Integration** (**UDDI**) provvede un approccio per trovare informazioni riguardanti il web service e le invocazioni su di esso. Sostanzialmente, il service provider pubblica un WSDL in un registro UDDI disponibile nel web, il quale verrà scaricato ed analizzato da potenziali consumer.

**8.1.4 PROTOCOLLO DI TRASPORTO**

Un consumer, per poter comunicare con un web service, necessita di un modo per inviare messaggi. I messaggi SOAP possono essere trasportati nella rete utilizzando un protocollo che entrambe le parti supportino: di solito viene utilizzato HTTP.

**8.2 DEFINIRE UN SOAP WS**

|  |  |  |  |
| --- | --- | --- | --- |
| È possibile utilizzare un tipo di approccio detto “bottom-up” che consiste nell’implementare la classe generando automaticamente il WSDL e utilizzando annotazioni specifiche per mappare Java verso WSDL.  Il web service definito in Java non è altro che un POJO annotato e deployato in un container per web service. L’annotazione utilizzata è @WebService e permette di generare a runtime l’infrastruttura che gestisce i messaggi in XML tramite chiamate HTTP.  È possibile che tra il consumer ed il SOAP WS vengano trasmessi oggetti Java: in tal caso, ci serve qualcosa che converta l’oggetto Java in XML per la trasmissione: l’annotazione @XmlRootElement.  **Attenzione**: l’annotazione @WebService deve obbligatoriamente definire serviceName, il quale indica il nome del web service. | |  | |
| Il metodo validate del SOAP WS CardValidator utilizza un POJO CreditCard: tale POJO dovrà essere mappato in XML tramite apposita annotazione @XmlRootElement. |  | |

**8.3 ANATOMIA SI UN SOAP WS**

Un web service, per essere considerato tale, deve rispettare determinati requisiti:

* La classe deve essere annotata da @WebService specificando l’attributo serviceName;
* La classe può implementare zero o più interfacce, le quali devono essere annotate anch’esse con @WebService;
* La classe deve essere pubblica;
* La classe deve avere un costruttore pubblico di default;
* La classe non deve definire il metodo finalize;
* Per rendere un SOAP WS un EJB endpoint, la classe deve essere annotata con @Stateless o @Singleton;
* Un servizio deve essere stateless, quindi non deve salvare alcuno stato tra le diverse chiamate tra i client.

È possible esporre classi Java ed EJB come web service tramite una semplice annotazione, quale è @WebService. Nel caso, però, si tratti di un EJB, è necessario utilizzare l’annotazione @Stateless. La classe Java e l’EJB sono decisamente simili, hanno lo stesso e identico comportamento, ma l’uso degli EJB endpoint comporta dei benefici, come le transazioni e la sicurezza gestite dal container. Inoltre, è possibile utilizzare anche gli interceptor, i quali sono vietati nei servlet endpoint. Il codice di business può essere, quindi, esposto sia come web service che come EJB, in modo da utilizzarlo tramite SOAP o tramite RMI con interfaccia remota.

**8.4 MAPPING WSDL**

Come ben sappiamo, i web service sono sistemi definiti in termini di messaggi XML, operazioni WSDL e messaggi SOAP. Riguardo Java, sappiamo che le nostre applicazioni sono definite in termini di oggetti, interfacce e metodi. È necessaria, quindi, una sorta di traduzione da oggetti Java ad operazioni WSDL. Esistono, quindi, delle annotazioni che permettono il mapping semplificato da Java a WSDL e SOAP.

Le annotazioni WSDL permettono di cambiare il mapping Java/WSDL e sono le seguenti: @WebMethod, @WebResult, @WebParam, @OneWay. Le annotazioni SOAP, invece, sono le seguenti: @SOAPBinding e @SOAPMessageHandler. Ne vedremo solo alcune.

**8.4.1 L’ANNOTAZIONE @WebService**

|  |  |
| --- | --- |
| L’annotazione **@WebService** contrassegna una classe o un’interfaccia come appartenente ad un web service. Se utilizzata direttamente su una classe, come visto in un paio di capitoli fa, il container ne genererà direttamente l’interfaccia.  Nel caso si voglia rendere esplicita l’interfaccia annotata, la classe che la implementerà dovrà specificare nell’annotazione @WebService l’interfaccia a cui fa riferimento.  **@WebService** è caratterizzata da molteplici attributi, i quali permettono di specificare diverse caratteristiche del web service. |  |

**8.4.2 L’ANNOTAZIONE @WebMethod**

|  |  |
| --- | --- |
| Utilizzando l’annotazione **@WebService** è possibile modificare attributi riguardanti il web service vero e proprio. È possibile, tramite apposite annotazioni, modificare il mapping di default che si applica per i metodi del web service. Per personalizzare il mapping dei metodi, è possibile utilizzare l’annotazione @WebMethod, la quale permette di rinominare i metodi o di escluderli dal WSDL. |  |

**8.4.3 L’ANNOTAZIONE @WebResult**

|  |  |
| --- | --- |
| L’annotazione @WebResult controlla il nome dell’oggetto di ritorno in WSDL. Nel seguente esempio, il valore ritornato è rinominato con “isValid”. Nel caso non venga utilizzata tale annotazione, rimane il valore di default: “return”. |  |

**8.5 CICLO DI VITA DI UN SOAP WS**

|  |  |
| --- | --- |
| Anche i SOAP WS possiedono un proprio ciclo di vita, decisamente simile a quello dei managed beans. È praticamente lo stesso ciclo di vita delle componenti che non conservano alcuno stato: se esistono, allora possono processare richiesta senza conservare lo stato. |  |

**8.6 UTILIZZARE UN SOAP WS**

|  |  |
| --- | --- |
| Abbiamo visto come scrivere un SOAP WS, ora vediamo come invocarlo da client come servizio. L’invocazione di un SOAP WS è molto simile all’invocazione di un oggetto distribuito con RMI: si ottiene il riferimento al servizio e si invocano metodi su di esso. Precisamente, ne viene ottenuto un proxy, il quale permette di effettuare chiamate anche su web service non scritti in Java tramite dei tool interni. |  |

Innanzitutto, per invocare un WS SOAP si necessita di un consumer, il che non è altro che un client sulla JVM capace di comunicare con le componenti di un container. Nel caso il consumer si trovi in un container, quest’ultimo può ottenere un’istanza del proxy direttamente tramite iniezione: per

iniettare un SOAP WS, è necessario utilizzare l’annotazione @WebServiceRef o un producer dedicato.

**8.6.1 INVOCAZIONE DI UN SOAP WS FUORI DAL CONTAINER**

Se il consumer è un client posto al di fuori di un container, è necessario invocare il SOAP WS programmaticamente. Non si utilizzerà il web service direttamente, bensì un suo proxy generato. Sia WSNAME il nome del web service, tale proxy si ricava tramite la seguente istruzione:

*new WSNAMEService().getWSNAMEPort();*

**Nota**: alcune volte WSNAME e Service() sono separati da un underscore. Ciò accade quando WSNAME si conclude con il carattere “s”.

|  |  |
| --- | --- |
| Ricavato il proxy del web service, è possibile effettuare invocazioni di metodi, le quali saranno delegate al web service remoto. Ciò che sta dietro l’invocazione remota fa parte del meccanismo nascosto offerto dal proxy. |  |